**Introdução**

Seja bem vindo(a) ao primeiro curso de React da Alura! Meu nome é Paulo Scalercio, e eu serei o seu guia durante o desenvolvimento de uma aplicação para a Casa do Código. Se você tem interesse em entender mais sobre o React, veio ao lugar certo! Não se esqueça de fazer os exercícios e, se tiver qualquer dúvida, comentar no fórum do curso.

Bons estudos!

**Preparando o ambiente**

Para começarmos a trabalhar com o React, precisaremos montar o nosso ambiente. Durante o curso, usaremos a versão 10.15.3 LTS do Node, que pode ser baixada em <https://nodejs.org/en/>. Em seguida, basta seguir os passos da instalação.

Como editor de texto, usaremos O VSCode (Visual Studio Code). Também usaremos o create-react-app, uma ferramenta do Facebook que gerará automaticamente um projeto inicial do React. No Prompt de Comando, acessaremos a pasta do projeto, onde armazenaremos todo o código, e executaremos npm install create-react-app para instalar essa ferramenta.

Terminada a instalação, utilizaremos o NPX, o package runner do NPM, para criarmos nosso projeto. Executaremos npx create-react-app curso-react-alura e aguardaremos a instalação dos pacotes. Ao fim, teremos a sugestão de executar cd curso-react-alura (para entrarmos na pasta do projeto) e então npm start para iniciarmos o servidor de desenvolvimento. Feito isso, será aberta uma página no navegador com um projeto React padrão carregado.

Após ter feito tudo isso, estaremos preparados para iniciar o curso. Vamos lá!

# Instalando NodeJS e VSCode

Para prosseguir com o curso, precisamos instalar as devidas dependências.

**VSCode**

É recomendado que você utilize o mesmo editor de texto do curso, você pode baixar e instalar o **VsCode** [nesse link](https://code.visualstudio.com/)

**NodeJS no Windows**

Para começar, utilizaremos a versão **10.15.3** do NodeJS, é de extrema importância que seja utilizada essa versão durante o curso. Você precisará fazer o download do instalador [nesse link](https://nodejs.org/en/), feito isso, utilize o instalador para prosseguir.

É importante não alterar as configurações recomendadas pelo instalador, dessa forma ele instalará o npm que precisaremos durante o curso.

Você pode verificar se a instalação foi um sucesso através do comando:

node -v

A saída deve ser a versão do node instalada.

**NodeJS no MacOS**

Para começar, utilizaremos a versão **10.15.3** do NodeJS, é de extrema importância que seja utilizada essa versão durante o curso. Você precisará fazer o download do instalador [nesse link](https://nodejs.org/en/), feito isso, utilize o instalador para prosseguir.

É importante não alterar as configurações recomendadas pelo instalador, dessa forma ele instalará o npm que precisaremos durante o curso

Execute o NodeJS.pkg para iniciar a instalação.

Você pode verificar se a instalação foi um sucesso através do comando:

node -v

A saída deve ser a versão do node instalada.

**Ubuntu**

Para começar, utilizaremos a versão **10.15.3** do NodeJS, é de extrema importância que seja utilizada essa versão durante o curso.

Para instalar o node no Ubuntu, execute a linha abaixo:

sudo apt-get install nodejs@10.15.3

Você pode verificar se a instalação foi um sucesso através do comando:

node -v

A saída deve ser a versão do node instalada.

2) Também precisaremos do NPM, para instalá-lo, rode o comando abaixo no terminal

sudo apt-get install npm

Você pode verificar se a instalação foi um sucesso através do comando:

npm --version

A saída deve ser a versão do npm instalada.

# Criando um projeto do zero

Nesta atividade criaremos um projeto do zero utilizando o create-react-app. Como essa ferramenta é constantemente atualizada, pode ser que o projeto padrão criado seja diferente do utilizado em aula. Caso isso aconteça, você pode **baixar o projeto utilizado pelo instrutor na próxima atividade**, junto com as instruções para rodar o projeto.

# Criando um projeto do zero.

1) Crie um diretório para seu projeto.

2) Abra esse diretório no terminal do seu sistema operacional e rode o comando abaixo:

npm install create-react-app

3) Após a instalação, crie o projeto executando a linha:

npx create-react-app react-alura

4) Feito isso, entre no diretório criado pela ferramenta e então execute:

npm start

# Importando o projeto da aula

# Importando o projeto

Para utilizar o mesmo projeto do instrutor, você deverá baixar o projeto [nesse link](https://caelum-online-public.s3.amazonaws.com/1196-react-parte1/01/react-0.zip) e seguir os passos abaixo:

## Inicializando o projeto baixado

Com o node, npm instalados, siga os passos abaixo:

1) Faça o [download](https://caelum-online-public.s3.amazonaws.com/1196-react-parte1/01/react-0.zip) do projeto e extraia onde desejar.

2) Abra o diretório do projeto no terminal e execute o comando:

npm install

Esse comando fará com que o npm instale todas as dependências necessárias.

3) Após a conclusão, execute:

npm start

Nesse ponto, seu projeto será inicializado e um navegador será aberto automaticamente.

# Entendendo o projeto

No último vídeo nós preparamos o ambiente do curso e utilizamos o create-react-app para criarmos a aplicação, chamada curso-react-alura, que utilizaremos para começar o desenvolvimento do nosso projeto. Ao final, executamos npm start dentro do diretório do projeto para iniciarmos o servidor de desenvolvimento da aplicação, e abrimos o endereço [http://localhost:3000](http://localhost:3000/) no navegador, nos direcionando para um projeto padrão do React que é criado automaticamente pelo pacote create-react-app.

O projeto nos mostra a seguinte mensagem:

Edit src/App.js and save to reload.

Ou seja, deveremos editar o arquivo App.js dentro do diretório "src" e salvá-lo para recarregar a página da projeto. Além disso, temos um link "Learn React" que direciona para a documentação dessa biblioteca.

No diretório "curso-react-alura", temos uma pasta "node\_modules", que contém os módulos do node que a aplicação precisará para funcionar. Temos também uma pasta "public" contendo um arquivo favicon.ico, o ícone que é mostrado na aba do navegador; um manifest.json contendo algumas configurações; e um arquivo index.html.

Nesse HTML, temos um <title>, tag que define o que aparece na aba do navegador - nesse caso, "React App". No corpo desse arquivo, temos uma <div id="root"> que não possui nenhum conteúdo, o que é um pouco curioso - e guardaremos essa informação para o futuro.

Abriremos a pasta "src" do projeto no Visual Studio Code. Nela, temos um arquivo App.js, cuja edição nos foi indicada na página inicial da aplicação, um arquivo de estilo App.css, além de um index.css e um index.js. Vamos analisar o código deste último:

ReactDOM.render(<App />, document.getElementById('root'));

// If you want your app to work offline and load faster, you can change

// unregister() to register() below. Note this comes with some pitfalls.

// Learn more about service workers: https://bit.ly/CRA-PWA

serviceWorker.unregister();

Encontramos nesse arquivo um ReactDOM que está chamando o métood render(), e um App, importado do arquivo App.js, que está sendo inserido em um elemento que possiu uma ID root - que é justamente o nosso index.html. Ou seja, todo o conteúdo de App.js, que se parece com um HTML (mas na verdade é outra coisa), está sendo renderizado por meio do método render() dentro de um elemento com o ID root.

Para confirmarmos essa afirmação, inspecionaremos a página [http://localhost:3000](http://localhost:3000/). Encontraremos uma <div id="root">, dentro da qual temos uma <div class="App"> e todo o header de um projeto padrão do React. Aparentemente, se editarmos o arquivo App.js, isso será refletido na tela. Pensando nisso, removeremos todo o conteúdo a partir do header, mantendo somente a <div className="App">. Em seguida, como todo desenvolvedor que está aprendendo uma nova tecnologia, escreveremos um "Hello World!", por enquanto na forma de título (<h1>).

function App() {

return (

<div className="App">

<h1>Hello World!</h1>

</div>

);

}

export default App;

Em [http://localhost:3000](http://localhost:3000/), a mensagem que escrevemos no código será exibida com sucesso. Porém, no Prompt, receberemos a mensagem "Compiled with warnings.":

Compiled with warnings.

.src/App.js

Line 2: 'logo' is defined but never used no-unused-vars

Search for the keywords to learn more about each warning.

To ignore, add //enlist-disable-next-line to the line before.

Isso significa que, na linha 2 de App.js, temos uma variável logo que está sendo definida mas não utilizada. Essa variável representa o arquivo logo.svg, que é a imagem rotativa antes mostrada na página inicial da aplicação. Sendo assim, vamos removê-la. Feito isso, passaremos a receber a mensagem "Compiled successfully!".

No próximo vídeo entenderemos um pouco mais sobre o arquivo App.js.
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# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Abra a pasta src com o editor de texto de sua escolha

2 - Abra o arquivo App.js

3 - Substitua o JSX desse arquivo por :

<div className=”App”>

<h1> Hello World </h1>

</div>

4 - Remova a linha de importação da Logo do React:

import logo from ‘./logo.svg’;

5 - O código final do App.js deve ser:

import React from ‘react’;

import ‘./App.css’;

function App(){

return(

<div className=”App”>

<h1> Hello World </h1>

</div>

);

}

export default App;

# O que aprendemos?

Nesta aula, aprendemos:

* Ambiente necessário para criação do projeto
* Criação de um projeto inicial utilizando create-react-app
* Inicialização do projeto inicial

# Primeiro componente

No último vídeo fizemos um "Hello World!", e agora começaremos a realmente trabalhar no nosso projeto. Na introdução, vimos que o objetivo é criarmos um sistema para a Casa do Código. De início, precisaremos de uma tabela de autores contendo seus livros, um botão de remover, entre outras features. Para isso, escrevemos uma <table> no arquivo App.js.

Uma <table> é composta por um <thead> e um <tbody>. Dentro de <thead>, adicionaremos uma linha com <tr> ("table row") e várias <th> contendo os textos "Autores", "Livros" e "Preços". Em <tbody>, também teremos várias <tr>, cada uma delas com várias <td> respectivas a essas categorias. Em <thead>, adicionaremos uma <th> de "Remover", e para cada <tr> do corpo adicionaremos um <button>, também de "Remover".

function App() {

return (

<div className="App">

<table>

<thead>

<tr>

<th>Autores</th>

<th>Livros</th>

<th>Preços</th>

<th>Remover</th>

</tr>

</thead>

<tbody>

<tr>

<td>Paulo</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Nico</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Daniel</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

</tbody>

</table>

</div>

);

}

export default App;

Após salvarmos, o código compilará corretamente e teremos uma tabela sendo exibida no Front End, ainda que o botão "Remover" não tenha funcionalidade.
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A ideia do React é justamente criarmos o Front End por meio de componentes reutilizáveis para nossa aplicação. Sendo assim, queremos transformar essa tabela em um componente que poderá ser utilizado em diversas partes do nosso código. Começaremos esse processo criando uma classeTabela.js na qual importaremos a biblioteca React, e que herdará de Component. Todo componente obrigatoriamente precisa de um método render(), que irá renderizar algo na tela. Esse método retornará justamente o template de tabela que criamos anteriormente. Por fim, exportaremos a Tabela.

import React, {Component} from 'react';

class Tabela extends Component {

render() {

return(

<table>

<thead>

<tr>

<th>Autores</th>

<th>Livros</th>

<th>Preços</th>

<th>Remover</th>

</tr>

</thead>

<tbody>

<tr>

<td>Paulo</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Nico</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Daniel</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

</tbody>

</table>

);

}

}

export default Tabela;

No arquivo App.js, importaremos a classe Tabela e, na <div>, a utilizaremos por meio da tag <Tabela />.

import React from 'react';

import './App.css';

import Tabela from './Tabela';

function App() {

return (

<div className="App">

<Tabela />

</div>

);

}

export default App;

Salvando nossas alterações, a tabela que criamos continuará sendo exibida em [http://localhost:3000](http://localhost:3000/). Já começamos a componentizar nossa aplicação, mas ainda podemos subcomponentizá-la ainda mais. Repare que a nossa <table> é composta de um <thead> e um <tbody>. A ideia, então, é continuarmos com um <thead> fixo, mas tornarmos o conteúdo do <tbody> dinâmico. Sendo assim, vamos transformá-lo em um componente.

Primeiro, fora da classe, criaremos uma constante TableHead que receberá uma arrow function cujo retorno será o template de <thead>. Em seguida, adicionaremos o componente <TableHead /> na Tabela.

const TableHead = () => {

return (

<thead>

<tr>

<th>Autores</th>

<th>Livros</th>

<th>Preços</th>

<th>Remover</th>

</tr>

</thead>

);

}

class Tabela extends Component {

render() {

return (

<table>

<TableHead />

<tbody>

<tr>

<td>Paulo</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Nico</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Daniel</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

</tbody>

</table>

);

}

}

Como estamos trabalhando no mesmo documento, não precisaremos exportar ou importar nada, e a nossa tabela continuará sendo exibida corretamente. Repetiremos esse processo para <tbody>.

const TableBody = () => {

return(

<tbody>

<tr>

<td>Paulo</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Nico</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

<tr>

<td>Daniel</td>

<td>React</td>

<td>1000</td>

<td><button>Remover</button></td>

</tr>

</tbody>

);

}

class Tabela extends Component {

render() {

return (

<table>

<TableHead />

<TableBody />

</table>

);

}

}

Da mesma forma, nossa tabela continuará sendo exibida corretamente. Agora, nossa classe Tabela é um componente composto por dois subcomponentes, <TableHead /> e <TableBody />. No próximo vídeo continuaremos trabalhando nesse projeto.

# Passando dados entre componentes

No último vídeo nós componentizamos um componente <Tabela />, criando dois subcomponentes, <TableHead /> e <TableBody />. A ideia agora é tornarmos os dados de <TableBody /> um pouco mais dinâmicos, de modo que a nossa tabela saiba renderizar esses dados recebidos, por exemplo, a partir de um array.

Para começarmos, criaremos um array de autores em App.js (preparado previamente pelo instrutor).

function App() {

const autores = [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

];

return (

<div className="App">

<Tabela />

</div>

);

}

export default App;

Temos então um array de JSON com os nomes dos autores, seus respectivos livros e preços diferentes. De alguma forma, precisaremos passar esse array de autores para o nosso componente <Tabela />, que deverá renderizá-los corretamente - se temos quatro elementos no array, deveremos ter quatro linhas.

Em React, para passarmos uma informação de um componente para outro, precisamos utilizar os chamados Props, que têm uma notação semelhante às propriedades do HTML. No retorno de App.js, escolheremos o nome desse prop, nesse caso autores, e passaremos a ele uma informação - mais especificamente, o array de autores.

return (

<div className="App">

<Tabela autores = { autores }/>

</div>

);

Feito isso, precisaremos receber tal elemento no componente Tabela. No corpo de render(), criaremos um elemento com o mesmo nome (const { autores }), e, por meio de this.props, tal elemento receberá automaticamente os dados armazenados naquele objeto.

class Tabela extends Component {

render() {

const {autores} = this.props;

return (

<table>

<TableHead />

<TableBody />

</table>

);

}

}

Para verificarmos se tal comportamento realmente está acontecendo, faremos um console.log() do elemento autores e, após a compilação, inspecionaremos a página da aplicação. No console, encontraremos um array:

0: {nome: "Paulo", livro: "React", preco: "1000"}

1: {nome: "Daniel", livro: "Java", preco: "99"}

2: {nome: "Marcos", livro: "Design", preco: "150"}

3: {nome: "Bruno", livro: "DevOps", preco: "100"}

Ou seja, realmente estamos conseguindo passar as informações. Sendo assim, removeremos o console.log() e voltaremos a trabalhar. O componente Tabela é composto por dois subcomponentes. Dentre eles, é o <TableBody /> que precisará receber o array autores para trabalhar. Sendo assim, da mesma forma que fizemos no App.js, criaremos um Prop autores para o qual passaremos o elemento autores.

class Tabela extends Component {

render() {

const { autores } = this.props;

return (

<table>

<TableHead />

<TableBody autores = { autores }/>

</table>

);

}

}

O TableBody é um *function component*, e pode receber parâmetros. No caso, passaremos um objeto props, de forma que ela possa receber outras propriedades além de autores. Como queremos criar uma lógica de renderização dos dados de um array, apagaremos os autores que criamos anteriormente nesse componente.

const TableBody = props => {

}

Começaremos criando uma constante linhas, que serão uma sequência de *table rows*, ou seja, <tr>. A partir de props, pegaremos o nosso array autores e faremos um map() desses elementos, recebendo também uma *arrow function*. Nela, retornaremos uma <tr> contendo três <td> simples e um botão "Remover".

const TableBody = props => {

const linhas = props.autores.map(() => {

return (

<tr>

<td></td>

<td></td>

<td></td>

<td><button>Remover</button></td>

</tr>

)

});

}

No método map(), a função receberá linha, o elemento individual do momento da iteração, e um index, que é a posição desse elemento.

const TableBody = props => {

const linhas = props.autores.map((linha, index) => {

return (

<tr>

<td></td>

<td></td>

<td></td>

<td><button>Remover</button></td>

</tr>

)

});

}

Com isso, dentro do return, usaremos linha.nome, linha.livro e linha.preco para acessar cada uma das propriedades dos itens no nosso array.

const TableBody = props => {

const linhas = props.autores.map((linha, index) => {

return (

<tr>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button>Remover</button></td>

</tr>

)

});

}

Agora, precisaremos compor esse componente e organizar todas essas linhas em um <TableBody />. Para isso, retornaremos um <tbody> dentro do qual teremos as nossas linhas.

const TableBody = props => {

const linhas = props.autores.map((linha, index) => {

return (

<tr>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button>Remover</button></td>

</tr>

)

});

return(

<tbody>

{linhas}

</tbody>

);

}

Salvando as alterações, nossa nova tabela será exibida em [http://localhost:3000](http://localhost:3000/).
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Dessa forma, temos uma tabela dinâmica que recebe os valores de um array. Inclusive, se quisermos, podemos adicionar outro autores em autores.

const autores = [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

},

{

nome: 'Nico',

livro: 'Java',

preco: '9999'

}

];
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# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Crie um novo arquivo chamado Tabela.js

2 - Faça a importação do módulo do React, além do Component.

import React, {Component} from ‘react’;

3 - Crie um function component para o cabeçalho da tabela e outra para o corpo.

import React, {Component} from ‘react’;

const TableHead = () =>{

return (

<thead>

<tr>

<th>Autor</th>

<th>Titulo</th>

<th>Preço</th>

<th>Remover</th>

</tr>

</thead>

);

}

const TableBody = props =>{

const linhas = props.autores.map((linha, index) => {

return (

<tr key={index}>

<td>{linha.nome}</td>

<td>{linha.titulo}</td>

<td>{linha.preco}</td>

<td><button>Remover</button></td>

</tr>

);

});

return (

<tbody>

{linhas}

</tbody>

)

}

4 - Agora, no mesmo arquivo, logo abaixo desses dois componentes, crie um Class Component Tabela, passando autores como props para o TableBody, lembre-se de exportá-lo.

class Tabela extends Component {

render(){

const { autores } = this.props;

return(

<table>

<TableHead />

<TableBody autores={autores} />

</table>

);

}

}

export default Tabela;

5 - Agora abra o arquivo App.js e crie um array de autores, veja abaixo:

import React, { Component } from 'react';

import './App.css';

class App extends Component {

autores = [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

];

//RESTO DO CÓDIGO

}

export default App;

6 - Agora importe o componente Tabela que foi criado, e utilize-o no App.js, passando esse Array criado como props.

import React, { Component } from 'react';

import './App.css';

import Tabela from './Tabela';

class App extends Component {

autores = [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

];

render() {

return (

<Tabela autores={autores}/>

);

}

}

export default App;

7 - Feito isso, verifique seu navegador e veja se está tudo certo!

# O que aprendemos?

Nesta aula, aprendemos:

* Criar um Class componente no React
* Criar sub-componentes internos como Function Component
* Comunicação entre componentes utilizando props.

# Trabalhando com o state

Na última aula, conseguimos fazer com que nosso código gerasse de maneira dinâmica, e com base em um array de autores, as linhas da nossa tabela. Se verificarmos a saída no Prompt, veremos que a compilação ocorreu com sucesso. Entretanto, se inspecionarmos a página e acessarmos o console, veremos um aviso de que não definimos uma propriedade key para os elementos filhos de uma lista.

No caso, nosso <tbody> possui elementos filhos, que são as linhas (<tr>), e temos que declarar uma chave para cada um deles. No React, a propriedade key serve para identificar qual elemento está sendo alterado (adicionado ou removido) no componente. Para resolvermos nosso problema, adicionaremos como chave o index, que é justamente a posição do elemento no nosso array de autores.

const linhas = props.autores.map((linha, index) => {

return (

<tr key={index}>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button>Remover</button></td>

</tr>

)

});

Feito isso, deixaremos de receber um erro no console. De volta ao arquivo App.js, repare que nosso array de autores parece meio "jogado" no nosso código. As informações armazenadas nele estão refletindo na nossa tabela - sendo assim, quando adicionamos um novo elemento ao array, queremos que ele seja adicionado também à tabela; e, da mesma forma, se removemos um elemento do array, queremos que o componente sofra uma alteração de estado, perdendo uma das linhas da tabela.

Sendo assim, esse array nada mais é do que o controle de estado da aplicação, e tudo que diz respeito ao controle de estado de um componente tem um lugar específico para ser armazenado no React: o "state" ("estado" em inglês). Pensando nisso, alteraremos nosso código para começarmos a utilizar essa ferramenta.

É possível utilizar o state dentro de um *function component*, mas, por fim didáticos, transformaremos nosso elemento App.js em um *class component* importando a classe Component e fazendo com que ela herde dessa classe. Em seguida, criaremos um state que receberá um objeto ({}), dentro do qual armazenaremos o nosso array. Esse array se tornará uma chave de um objeto JavaScript (recebendo : ao invés de =), e teremos que adicionar uma vírgula ao final de sua declaração, já que outros elementos poderão ser adicionados no futuro.

import React, {Component} from 'react';

import './App.css';

import Tabela from './Tabela';

class App extends Component {

state = {

autores : [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

},

{

nome: 'Nico',

livro: 'Java',

preco: '9999'

}

],

};

return (

<div className="App">

<Tabela autores = { autores }/>

</div>

);

}

export default App;

O VSCode acusará um erro no nosso return, já que um componente criado por meio de uma classe precisa, obrigatoriamente, da declaração de um método render(). Passaremos nosso retorno para dentro desse método.

render() {

return (

<div className="App">

<Tabela autores = { autores }/>

</div>

);

}

Nosso código ainda não funcionará, já que agora estamos armazenando os autores dentro de um state, o que nos impede de passar o array diretamente para a tabela. Para obtermos esses dados, acessaremos a chave autores por meio do state.

render() {

return (

<div className="App">

<Tabela autores = { this.state.autores }/>

</div>

);

}

Feito isso, nosso código compilará com sucesso e continuará funcionando como deveria. A seguir, implementaremos a remoção de um elemento.

No decorrer do projeto, utilizamos state e props para compor a lógica da nossa aplicação, marque abaixo a alternativa que descreve a diferença entre esses dois objetos.

**State:** Serve para guardar valores/estado que podem vir a mudar com a interação do usuário com o componente, tendo efeito na renderização do mesmo, o state pode ser passado como props!

**Props:** Valores para a configuração de um componente, essas props são passadas pelo elemento acima (que utiliza o componente que irá receber) e são imutáveis, utilizado para a comunicação de componentes.

Alternativa correta! Esse é justamente o uso desses dois objetos, Props para configuração de componentes e State armazenando estado/valores!

# Método de remoção

Chegou o momento de implementarmos a funcionalidade de remoção de um autor. A ideia é que, a partir de um clique em um dos botões "Remover" nas nossas linhas, removermos toda a linha em questão.

Quando começamos a trabalhar com o state, que servirá para armazenarmos o estado da nossa aplicação, toda alteração de estado deverá alterá-lo. Toda vez que o state é alterado, ele automaticamente redesenha o nosso componente. Sendo assim, se utilizarmos um método para removermos um dos autores do state, nosso componente será redesenhado na tela automaticamente.

Nossa estratégia será justamente alterarmos o state, removendo um elemento do array autores, por meio de ume método chamado removeAutor(), que por enquanto receberá uma arrow function vazia.

removeAutor = () =>{

}

Queremos remover uma linha a partir de um botão que está sendo exibido na tabela. Sendo assim, precisaremos passar o método removeAutor() para nossa Tabela.js, o que pode ser feito por meio da adição de um prop removeAutor = { this.removeAutor } no método render().

render() {

return (

<div className="App">

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

</div>

);

}

Como não é possível alterar um state diretamente, teremos que utilizar um método específico do React para efetuar essa alteração, chamado setState(). Esse método recebe um JSON que servirá para fazer o merge dos dados que já estão no state e aqueles que estão sendo passados. No caso, nosso objetivo é alterar a chave autores, da qual removeremos o elemento que sofreu o clique na tabela. Antes de efetuarmos a mudança, precisaremos do array autores atual, que conseguiremos criando uma constante autores recebendo this.state.

A partir de autores, chamaremos o método filter(), dentro do qual escreveremos um método que recebe o autor (a unidade dentro de autores) e a posAtual dessa iteração.

removeAutor = () =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

}),

}

);

}

Faremos um teste nesse método pedindo um console.log() de autor e posAtual.

removeAutor = () =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

console.log(autor, posAtual);

return posAtual;

}),

}

);

}

Na nossa tabela, receberemos o método removeAutor como prop e o passaremos, também como prop, para o TableBody.

class Tabela extends Component {

render() {

const { autores, removeAutor } = this.props;

return (

<table>

<TableHead />

<TableBody autores = { autores } removeAutor = {removeAutor} />

</table>

);

}

}

No botão "Remover", adicionaremos uma propriedade onClick recebendo uma arrow function que chamará pros.removeAutor().

const TableBody = props => {

const linhas = props.autores.map((linha, index) => {

return (

<tr>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick = {() => {props.removeAutor() }}>Remover</button></td>

</tr>

)

});

return(

<tbody>

{linhas}

</tbody>

);

}

Perceba que a única forma de reconhecermos qual elemento está sofrendo o clique é justamente pelo index, ou seja, a posição do autor no array, Sendo assim, passaremos esse index para o método removeAutor().

const linhas = props.autores.map((linha, index) => {

return (

<tr>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick = {() => {props.removeAutor(index) }}>Remover</button></td>

</tr>

)

});

Na definição do método, receberemos esse index e o exibiremos no console.log().

removeAutor = index =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

console.log(index, posAtual);

return;

}),

}

);

}

Feito isso, se clicarmos em algum dos botões "Remover" listados na tela, todos os items serão removidos. No log, receberemos a posição do item que foi clicado e a posição do momento de iteração do filter(). A ideia é excluirmos um autor quando a posição da iteração atual for igual ao index sendo recebido. Sendo assim, removeremos o console.log() e retornaremos posAtual quando ela for diferente do index.

removeAutor = index =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

return posAtual !== index;

}),

}

);

}

Agora, se clicarmos em algum dos botões "Remover", quando o index e a posAtual do filtro forem diferentes, o elemento será mantido no array. Entretanto, quanto eles coincidirem, o elemento será removido.

# Para saber mais: React Hooks

# React Hooks

A recente atualização do React 16.8 trouxe a possibilidade de utilizarmos state em function components.

A forma de fazer isso é utilizando o **useState**, lembrando que temos que importá-lo conforme abaixo:

import React, {useState} from 'react';

O useState nos retorna o state atual e uma função que deve ser utilizada para atualizar esse estado, e recebe o estado inicial do componente.

Veja um exemplo abaixo:

Vamos criar um componente que irá contar a quantidade de clicks realizados pelo usuário, primeiro vamos importar o que utilizaremos:

import React, { useState } from 'react';

Feito isso, vamos criar nosso componente!

function ContaClicks() {

return(

<div>

<p>Você clicou x vezes </p>

<button>clicar</button>

</div>

);

}

Nosso componente está criado, agora vamos utilizar o **useState** para usar state em um function component!

function ContaClicks() {

const [contador, setContador] = useState(0);

return(

<div>

<p>Você clicou x vezes </p>

<button>clicar</button>

</div>

);

}

Repare que recebemos um contador (estado atual), e um método para atualizá-lo, e o **useState** recebe 0 que é nosso estado inicial, feito isso, vamos fazer tudo acontecer!

function ContaClicks() {

const [contador, setContador] = useState(0);

return(

<div>

<p>Você clicou {contador} vezes </p>

<button onClick={() => setContador(contador + 1)}>clicar</button>

</div>

);

}

Feito isso nosso componente está completo! Nosso código completo é:

import React, { useState } from 'react';

function ContaClicks() {

const [contador, setContador] = useState(0);

return(

<div>

<p>Você clicou {contador} vezes </p>

<button onClick={() => setContador(contador + 1)}>clicar</button>

</div>

);

}

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Modifique o Array autores para que ele seja armazenado no state

state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

]

}

2 - Feito isso, crie um método chamado removeAutor que recebe um index (posição) do autor em App.js

removeAutor = index => {

const { autores } = this.state;

this.setState({

autores : autores.filter((autor, posAtual) => {

return posAtual !== index;

}),

});

}

3 - Dentro do seu JSX, passe esse método como props para que ele seja utilizado pelo componente Tabela e corrija a passagem de autores, agora dentro de state:

<Tabela autores= {this.state.autores} removeAutor= {this.removeAutor} />

4 - Altere o seu componente Tabela para que ele receba o método removeAutor e passe também esse método para o TableBody:

class Tabela extends Component{

render(){

const { autores, removeAutor } = this.props;

return(

<table>

<TableHead />

<TableBody autores={autores} removeAutor = { removeAutor }/>

</table>

);

}

}

5 - Após isso, modifique o TableBody para que a remoção seja feita no click do botão:

<td><button onClick={ () => props.removeAutor(index)} >Remover</button></td>

6 - Após todas as alterações, veja se tudo funciona, abaixo você encontra como nosso código está no momento:

App.js

import React, { Component } from 'react';

import './App.css';

import Tabela from './Tabela';

class App extends Component {

state = {

autores : [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

],

}

removeAutor = index => {

const { autores } = this.state;

this.setState({

autores : autores.filter((autor, posAtual) => {

return posAtual !== index;

}),

})

}

render() {

return (

<Tabela autores={this.state.autores} removeAutor = { this.removeAutor }/>

);

}

}

export default App;

Tabela.js

import React, { Component } from 'react';

const TableHead = () => {

return(

<thead>

<tr>

<th>Autor</th>

<th>Livro</th>

<th>Preco</th>

<th>Remover</th>

</tr>

</thead>

);

}

const TableBody = props =>{

const linhas = props.autores.map((linha, index)=>{

return(

<tr key={index}>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick={ () => props.removeAutor(index)} >Remover</button></td>

</tr>

);

});

return(

<tbody>

{linhas}

</tbody>

);

}

class Tabela extends Component{

render(){

const { autores, removeAutor } = this.props;

return(

<table>

<TableHead />

<TableBody autores={autores} removeAutor = { removeAutor }/>

</table>

);

}

}

export default Tabela;

# O que aprendemos?

Nesta aula, aprendemos:

* Trabalhar com state
* Método setState()
* Comportamento ao se alterar o state
* Método de remoção com filter

# Novo component para o formulário

No último vídeo nós conseguimos implementar a remoção de um autor, e agora trabalharemos com a inserção. Para isso, utilizaremos um formulário. Nosso instrutor preparou previamente um template de formulário para utilizarmos nessa aula:

<form>

<label for="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

/>

<label for="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

/>

<label for="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

/>

<button type="button">Salvar

</button>

</form>

No projeto, criaremos uma classe Formulario.js na qual importaremos o React e o Component. Essa classe obrigatoriamente terá um método render() que retornará o nosso template.

import React, { Component } from 'react'

class Formulario extends Component {

render() {

return (

<form>

<label for="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

/>

<label for="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

/>

<label for="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

/>

<button type="button">Salvar

</button>

</form>

)

}

}

export default Formulario;

Criaremos também um constructor(), afinal, como temos um formulário no qual dados serão inseridos, iremos alterar o estado de um elemento. Nesse construtor, receberemos os props e os passaremos para o Component com o super(). Criaremos então um stateInicial, um objeto com o estado inicial do nosso formulário, no qual todos os campos estarão vazios. Por fim, setaremos o state como esse stateInicial.

constructor(props){

super(props);

this.stateInicial = {

nome:'',

livro:'',

preco:'',

}

this.state = this.stateInicial;

}

Repare que no formulário temos a palavra for, que é uma palavra reservada do JavaScript, e que não poderemos utilizar no JSX. Sendo assim, vamos alterá-la para o equivalente htmlFor. Além disso, no render(), precisaremos pegar os valores de state para os adicionarmos no formulário. Para isso, criaremos as chaves nome, livro e preco, que pegaremos a partir de this.state.

Com isso, no formulário, conseguiremos informar os valores (value) dos inputs com suas respectivas chaves.

render() {

const {nome, livro, preco} = this.state;

return (

<form>

<label htmlFor="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

value={nome}

/>

<label htmlFor="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

value={livro}

/>

<label htmlFor="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

value={preco}

/>

<button type="button">Salvar

</button>

</form>

)

}

Feito isso, importaremos o formulário no nosso App.js com import Form from './Formulario'. No método render(), adicionaremos a tag <Form /> e removeremos a <div> que foi criada quando iniciamos o nosso projeto.

import React, {Component} from 'react';

import './App.css';

import Tabela from './Tabela';

import Form from './Formulario';

class App extends Component {

state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

},

{

nome: 'Nico',

livro: 'Java',

preco: '9999'

}

],

};

removeAutor = index =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

return posAtual !== index;

}),

}

);

}

render() {

return (

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form />

);

}

}

export default App;

Fazendo isso, teremos um erro de compilação, já que agora temos duas tags raiz - <Tabela /> e <Form /> - o que é inválido em uma linguagem de marcação. Porém, se começarmos a adicionar divs no código, vamos poluir nosso DOM com muitos elementos. Para solucionarmos isso, utilizaremos uma ferramenta do React chamada Fragment. Criaremos então um <Fragment> que conseguirá retornar tags irmãs sem necessariamente ter um wrapper que as renderize no HTML.

render() {

return (

<Fragment>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form />

</Fragment>

);

}

Feito isso, nossa tabela e o formulário serão renderizados com sucesso:
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Entretanto, não conseguiremos preencher os campos do formulário. Além disso, receberemos um erro no console da página. No <input> do formulário, estamos setando o value como sendo igual ao nome que estamos recebendo do state. Já esse state está sendo setado pelo stateInicial, que é vazio. Sendo assim, não conseguiremos inserir novas informações nesses campos. Assim, quando o usuário for disparar um evento de mudança de estado, deveremos pegar a entrada do usuário e atualizar o estado do formulário de modo que ele consiga escrever nesse campo. Trabalharemos nisso no próximo vídeo.

# Resolvendo problema do formulário

Nós criamos um formulário, mas ainda não conseguimos digitar qualquer coisa nos campos desse componente. O motivo é que estamos o tempo todo setando o valor desses campos com o valor recebido de stateInicial, que é sempre vazio. Começaremos a resolver esse problema criando um método escutadorDeInput(). Esse método receberá um event, um parâmetro opcional do JavaScript, a partir do qual trabalharemos com uma arrow function.

A partir de event.target, pegaremos o name e o value do campo.

escutadorDeInput = event => {

const { name, value } = event.target;

}

A cada evento disparado de mudança do input, queremos atualizar o estado do componente para que essa mudança seja refletida nele e exibida na tela. Faremos isso por meio do setState(), utilizando uma notação do ECMAScript 6 para, a partir do name, colocar o value.

escutadorDeInput = event => {

const { name, value } = event.target;

this.setState({

[name] : value

});

}

Agora precisamos acionar esse método escutadorDeInput() de acordo com o evento de mudança do formulário. No render(), adicionaremos um atributo onChange que chama this.escutadorDeInput em todos os nossos campos. Feito isso, nosso código compilará com sucesso, sem erros no console, e conseguiremos escrever nos campos do formulário.
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No próximo vídeo aprenderemos a salvar um novo autor no nosso state para que ele seja refletido no componente da tabela.

# Criando um autor na tabela

Já resolvemos o problema do nosso formulário e conseguimos entrar com valores nos campos, mas ainda precisamos fazer com que o botão de "Salvar" funcione, adicionando um novo autor à tabela. Quando alteramos o state de um componente, ele se redesenha. Sendo assim, quando adicionarmos um novo autor na chave autores, nosso componente se redesenhará com esse autor redesenhado.

Em App.js, criaremos um método escutadorDeSubmit() que receberá a unidade autor e setará o estado do nosso componente utilizando o *spread operator*, adicionando a unidade autor que foi recebida.

escutadorDeSubmit = autor => {

this.setState({ autores:[...this.state.autores, autor]})

}

Por fim, passaremos esse método como props do nosso formulário.

render() {

return (

<Fragment>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</Fragment>

);

}

Voltando a Formulario.js, criaremos um método submitFormulario() que irá, a partir do props, chamar o escutadorDeSubmit(), passando como parâmetro this.state, enviando as informações do novo autor para o App.js. Em seguida, zeraremos os campos desse formulário setando-o comthis.stateInicial.

submitFormulario = () => {

this.props.escutadorDeSubmit(this.state);

this.setState(this.stateInicial);

}

Esse método deverá ser disparado no clique do botão "Salvar". Faremos essa definição com um atributo onClick que recebe this.submitFormulario.

<button type="button" onClick={this.submitFormulario}>Salvar

</button>

Feito isso, conseguiremos inserir um novo autor por meio do nosso formulário. No próximo capítulo trabalharemos no visual da nossa aplicação.

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Crie um novo arquivo chamado Formulario.js.

2 - O componente formulário será um Class Component, crie conforme abaixo:

import React, { Component } from ‘react’;

class Formulario extends Component {

constructor(props){

super(props);

}

}

export default Formulario;

3 - Crie um estado inicial no construtor do Formulario que será o estado atual da aplicação.

import React, { Component } from ‘react’;

class Formulario extends Component {

constructor(props){

super(props);

this.stateInicial = {

nome: ‘’,

livro: ‘’,

preco: ‘’

}

this.state = this.stateInicial;

}

}

export default Formulario;

4 - Crie seu método render retornando o devido JSX conforme abaixo:

render() {

return (

<form>

<label htmlFor="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

/>

<label htmlFor="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

/>

<label htmlFor="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

/>

<button type="button">Salvar

</button>

</form>

);

}

5 - Crie os métodos escutadorDeInput e submitFormulario e edite seu render para que os dados inputados pelo usuário sejam refletidos na tela.

Repare na constante criada no render.

render() {

const { nome, livro, preco } = this.state;

return (

<form>

<label htmlFor="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

value={nome}

onChange={this.escutadorDeInput} />

<label htmlFor="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

value={livro}

onChange={this.escutadorDeInput} />

<label htmlFor="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

value={preco}

onChange={this.escutadorDeInput} />

<button onClick={this.submitFormulario} type="button">Salvar

</button>

</form>

);

}

Métodos:

submitFormulario = () => {

this.props.escutadorDeSubmit(this.state);

this.setState(this.stateInicial);

}

escutadorDeInput = event => {

const { name, value } = event.target;

this.setState({

[name]: value

});

}

6 - O arquivo final deve ser:

import React, { Component } from 'react';

class Formulario extends Component {

constructor(props) {

super(props);

this.stateInicial = {

nome: '',

livro: '',

preco: ''

}

this.state = this.stateInicial;

}

submitFormulario = () => {

this.props.escutadorDeSubmit(this.state);

this.setState(this.stateInicial);

}

escutadorDeInput = event => {

const { name, value } = event.target;

this.setState({

[name]: value

});

}

render() {

const { nome, livro, preco } = this.state;

return (

<form>

<label htmlFor="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

value={nome}

onChange={this.escutadorDeInput} />

<label htmlFor="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

value={livro}

onChange={this.escutadorDeInput} />

<label htmlFor="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

value={preco}

onChange={this.escutadorDeInput} />

<button onClick={this.submitFormulario} type="button">Salvar

</button>

</form>

);

}

}

export default Formulario

7 - Agora abra o arquivo App.js, importe o formulário e utilize-o no JSX

import Formulario from ‘./Formulario’;

render() {

return (

<div>

<Tabela autores={this.state.autores} removeAutor = { this.removeAutor }/>

<Formulario />

</div>

);

}

8 - Agora será necessário criar o método escutadorDeSubmit que deverá ser passado como props para o Formulário, esse método alterará o state autores.

escutadorDeSubmit = autor => {

this.setState({ autores: [...this.state.autores, autor] });

}

render() {

return (

<div>

<Tabela autores={this.state.autores} removeAutor = { this.removeAutor }/>

<Formulario escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

);

}

9 - Feito isso, teste tudo no navegador!

# O que aprendemos?

Nesta aula, aprendemos:

* Trabalhar com formulários
* Utilizando o evento onChange
* Submissão de formulário
* Criar um elemento dinamicamente

# Utilizando Materialize

Na última aula implementamos a inserção de elementos em uma tabela, começaremos a estilizar o nosso projeto, deixando-o com uma aparência mais profissional. Para isso, utilizaremos uma biblioteca de estilos chamada [Materialize](https://materializecss.com/), que instalaremos por meio do npm.

No Prompt, finalizaremos a execução da nossa aplicação e executaremos npm install materialize-css@1.0.0, instalando a versão mais atual na publicação desse curso. Na documentação, é possível ter acesso às diversas funcionalidades e exemplos de como utilizá-las.

Voltando ao projeto, ao invés de importarmos o arquivo App.css do diretório do projeto, importaremos materialize-css/dist/css/materialize.min.css. Subindo novamente a aplicação e acessando [http://localhost:3000](http://localhost:3000/), nossa aplicação terá ganhado uma nova aparência.
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No próximo vídeo começaremos a utilizar classes para trabalhar com esse estilo.

**Novo component e estilo**

Na última aula aprendemos a fazer a instalação do Materialize via npm, e conseguimos acesso a essa folha de estilo no nosso projeto. Feitas as importações, nossa aplicação já ganhou uma aparência nova. Nosso objetivo agora é utilizarmos as classes do Materialize para estilar o nosso Front End, a começar pelo cabeçalho.

De início, usaremos o modelo *Right Aligned Links*, que alinha os links à direita.

<nav>

<div class="nav-wrapper">

<a href="#" class="brand-logo">Logo</a>

<ul id="nav-mobile" class="right hide-on-med-and-down">

<li><a href="sass.html">Sass</a></li>

<li><a href="badges.html">Components</a></li>

<li><a href="collapsible.html">JavaScript</a></li>

</ul>

</div>

</nav>

Na pasta "src", criaremos um componente de cabeçalho Header.js no qual importaremos o React. Como este será um componente de função, criaremos uma constante Header recebendo uma *arrow function* que retornará o template anterior, no qual faremos algumas modificações: removeremos a id, substituiremos todos os links por cerquilha (#) e removerremos o hide-on-med-and-down, que esconde os links em resoluções mais baixas. Por fim, exportaremos esse cabeçalho com export default Header.

import React from 'react';

const Header = () => {

return (

<nav>

<div class="nav-wrapper">

<a href="#" class="brand-logo">Logo</a>

<ul class="right">

<li><a href="#">Sass</a></li>

<li><a href="#">Components</a></li>

<li><a href="#">JavaScript</a></li>

</ul>

</div>

</nav>

);

}

export default Header;

Em App.js, recuperemos esse cabeçalho importando-o.

import React, {Component, Fragment} from 'react';

import 'materialize-css/dist/css/materialize.min.css';

import Header from './Header';

//...///

render() {

return (

<Fragment>

<Header />

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</Fragment>

);

}

}

export default App;

Feito isso, nossa aplicação ganhará um cabeçalho com "Sass", "Components" e "JavaScript" no canto direito e "Logo" no canto esquerdo.
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Em Header.js, trocaremos essa última palavra por "Casa do Código"; "Sass" será substituído por "Autores"; "Component" por "Livros"; e "Javascript" por "Sobre".

import React from 'react';

const Header = () => {

return (

<nav>

<div class="nav-wrapper">

<a href="#" class="brand-logo">Casa do Código</a>

<ul class="right">

<li><a href="#">Autores</a></li>

<li><a href="#">Livros</a></li>

<li><a href="#">Sobre</a></li>

</ul>

</div>

</nav>

);

}

export default Header;

![](data:image/png;base64,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)

Também trocaremos a cor do cabeçalho por um tom de azul identificado comoindigo lighten-2.

const Header = () => {

return (

<nav>

<div class="nav-wrapper indigo lighten-2">

<a href="#" class="brand-logo">Casa do Código</a>

<ul class="right">

<li><a href="#">Autores</a></li>

<li><a href="#">Livros</a></li>

<li><a href="#">Sobre</a></li>

</ul>

</div>

</nav>

);

}

![](data:image/png;base64,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)

Partindo para a estilização da tabela, adicionaremos centralização e uma função que escure a linha quando passamos o mouse sobre ela. Faremos isso com className="centered highlight", utilizando classNamejá que class é uma palavra reservada do JavaScript. Também alteraremos o botão "Remover" com className="waves-effect waves-light indigo lighten-2 btn", fazendo com que ele ganhe uma estilização, seja realçado ao passar do mouse e tenha a mesma cor do cabeçalho.

const TableBody = props => {

const linhas = props.autores.map((linha, index) => {

return (

<tr key={index}>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick = {() => {props.removeAutor(index) }} className="waves-effect waves-light indigo lighten-2 btn">Remover</button></td>

</tr>

)

});

return(

<tbody>

{linhas}

</tbody>

);

}

class Tabela extends Component {

render() {

const { autores, removeAutor } = this.props;

return (

<table class="centered highlight">

<TableHead />

<TableBody autores = { autores } removeAutor = {removeAutor} />

</table>

);

}

}
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Terminada a estilização da tabela, trabalharemos também com o formulário. Podemos utilizar um className="row" para posicionarmos esses elementos na mesma linha e ocupando exatamente o mesmo espaço. Para isso, em Formulario.js, englobaremos todos os campos, exceto o botão "Salvar", em uma <div> com esse clasName. Em seguida, cada um dos campos receberá individualmente uma <div className="input-field col s4">, definindo que são campos de entrada e que eles devem ocupar 4 posições (em um grid de 12). Cada <label> também receberá uma className="input-field".

render() {

const { nome, livro, preco } = this.state;

return (

<form>

<div className="row">

<div className="input-field col s4">

<label className="input-field" htmlFor="nome">Nome</label>

<input

id="nome"

type="text"

name="nome"

value={nome}

onChange={this.escutadorDeInput}

/>

</div>

<div className="input-field col s4">

<label className="input-field" htmlFor="livro">Livro</label>

<input

id="livro"

type="text"

name="livro"

value={livro}

onChange={this.escutadorDeInput}

/>

</div>

<div className="input-field col s4">

<label className="input-field" htmlFor="preco">Preço</label>

<input

id="preco"

type="text"

name="preco"

value={preco}

onChange={this.escutadorDeInput}

/>

</div>

</div>

<button onClick={this.submitFormulario} type="button">Salvar

</button>

</form>

)

}

Com className="validade", podemos incluir uma validação que mostrará ao usuário quando algum input for inválido. Por fim, adicionaremos className="waves-effect waves-light indigo lighten-2 btn" ao botão "Salvar".
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Assim, terminamos a estilização da nossa página, mas ainda podemos fazer alguns ajustes finos. Em App.js, colocaremos nossa <Tabela /> e nosso <Formulario /> dentro de uma <div className="container">, centralizando os elementos da aplicação. Porém, o botão "Salvar" ficará no extremo inferior da página. Para não precisarmos criar outro elemento, importaremos o App.css novamente e, nesse arquivo, criaremos uma classe .mb-10 na qual aplicaremos um margin-bottom com 1 em.

.mb-10{

margin-bottom: 1em;

}

Em seguida, adicionaremos essa classe ao nosso container:

<div className="container mb-10">

Assim, ganharemos algum espaço entre o botão "Salvar" e a parte inferior da página. Nossa aplicação continuará funcionando normalmente, incluindo as operações de adicionar ou remover items, mas o terminal indicará um problema em Header.js, informando que o nosso atributo href não é válido. A documentação do JavaScript diz que strings do JS, valores vazios ou cerquilhas não são considerados valores válidos para o href, e precisaremos alterá-los para que o terminal deixe de nos mostrar avisos. Sendo assim, paremos um endereço a cada um desses campos.

const Header = () => {

return (

<nav>

<div class="nav-wrapper indigo lighten-2">

<a href="/" class="brand-logo">Casa do Código</a>

<ul class="right">

<li><a href="/autores">Autores</a></li>

<li><a href="/livros">Livros</a></li>

<li><a href="/sobre">Sobre</a></li>

</ul>

</div>

</nav>

);

}

export default Header;

Dessa forma, nosso código passará a compilar corretamente.

# class x className

# class e className funcionaram?

No último vídeo, vimos que no componente **Header.js**, mantivemos a utilização do **class** para a atribuição de classes CSS, enquanto nos outros, realizamos as mudanças para **className**.

O problema inicial da utilização de **class** para definição de estilos de componentes era devido ao fato de que **class** no Javascript é uma palavra reservada.

Vamos ao problema:

//Válido em ES5

//Inválido em ES3

var props = { class: 'foo' };

Essa situação gerava problemas de suporte para o IE8, que tornava o uso de **class** um problema.

Porém, a maioria de nós não escreve mais código usando ES3, ou utiliza o Babel para transpilar seu código ou está 'mirando' no IE9+, o React em si não suporta o IE8.

Então, o único problema com **class** agora seria:

// não é válido de jeito nenhum

const class = props.class;

const { class } = props;

Porém, com **destructuring**, podemos fazer:

// Válido

const {class: cls} = foo;

const cls = props.class;

O que acontece é que normalmente, passamos mais tempo escrevendo classes em componentes do que lendo essas classes. Um exemplo é que teríamos que escrever <div className...> o tempo todo. Com o suporte ao **class**, conseguimos salvar algum tempo de digitação, e como sabemos, tempo é dinheiro.

## Mas por que então className?

Os componentes React utilizavam as propriedades do DOM via API do Javascript, e para isso, era necessário acessar utilizando a propriedade **className** e não **class**

ex:

node.className

Durante o curso, optamos por seguir com a utilização do **className** por ser a forma recomendada no [site](https://reactjs.org/docs/faq-styling.html#how-do-i-add-css-classes-to-components) da biblioteca.

Caso queira saber mais, você pode verificar [esse link](https://github.com/facebook/react/issues/13525#issuecomment-417818906).

# Resumo do curso

No último vídeo nós terminamos a estilização do nosso projeto, e agora faremos uma recapitulação de tudo que aprendemos até o momento. Começamos fazendo a instalação do create-react-app, uma ferramenta do Facebook que gera um projeto automaticamente,. Após analisarmos o que foi criado, passamos a trabalhar na pasta "src".

Aprendemos a diferença de um *function component*, um componente mais simples, e de um *class component*, que, além de ser mais robusto, obrigatoriamente possui um método render() que é chamado toda vez que o estado desse componente é alterado. Ainda aprendemos a criar e utilizar componentes em diversos pontos do nosso código, exportando-os e importando-os quando necessário - lembrando que não é necessário passar uma extensão nessa importação, um açúcar sintático disponibilizado pelo React.

Partindo de uma tabela com grandes componentes, conseguimos dividi-los em subcomponentes - mais especificamente, um TableBody e um TableHead -, e aprendemos a passar informações entre os componentes por meio dos props. Também aprendemos a guardar informações de estado da nossa aplicação para alterar a tabela, a criar e a enviar em um formulário por meio de um input do usuário.

# Para saber mais: Styled Components

# Styled Components

Quando começamos a desenvolver aplicações utilizando **React**, começamos também a perceber uma gama de módulos e ferramentas criadas pela comunidade para facilitar nossa vida.

Um desses módulos ataca exatamente a forma com que estilizamos nossos componentes no **React**

## O que é o Styled Component

É um framework de estilização via JavaScript (CSS In JS) que utiliza template string (template literals) e CSS provendo uma plataforma onde é possível estilizar seus componentes usando CSS. Ou seja, é possível estilizar seus componentes usando CSS dentro de seu código!

## Instalando o módulo Styled Components

Para fazer a instalação, abra o terminal no diretório do seu projeto e execute o comando:

npm install styled-components

Note: É recomendado que você instale um plugin para styled-components no seu editor de texto.

## Criando seu primeiro componente estilizado

1 - Antes de tudo, é necessário importar o módulo no seu arquivo.

import styled from 'styled-components';

2 - Feito isso, crie um componente Button

const Button = styled.button``;

É dentro desses (**`**) acentos graves que entrará o código CSS

3 - Estilize seu button da forma que desejar.

OBS: Podemos criar qualquer componente utilizando styled.TAG

4 - Continue a estilização do componente.

const Button = styled.button`

background: transparent;

border-radius: 3px;

border: 2px solid palevioletred;

color: palevioletred;

margin: 0.5em 1em;

padding: 0.25em 1em;

`;

5 - Podemos também adaptar o nosso componente criando funções dentro das template literals, veja:

const Button = styled.button`

background: transparent;

border-radius: 3px;

border: 2px solid palevioletred;

color: palevioletred;

margin: 0.5em 1em;

padding: 0.25em 1em;

${props => props.primary && css`

background: palevioletred;

color: white;

`}

`;

Acima estamos dizendo que queremos mudar a cor de background caso a exista a propriedade primary

render(

<div>

<Button>Normal Button</Button>

<Button primary>Primary Button</Button>

</div>

);

6 - Podemos criar mais um componente para centralizar os botões, veja o código completo abaixo:

const Button = styled.button`

background: transparent;

border-radius: 3px;

border: 2px solid palevioletred;

color: palevioletred;

margin: 0.5em 1em;

padding: 0.25em 1em;

${props => props.primary && css`

background: palevioletred;

color: white;

`}

`;

const Container = styled.div`

text-align: center;

`

//MÉTODO RENDER

render(

<Container>

<Button>Normal Button</Button>

<Button primary>Primary Button</Button>

</Container>

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Faça a instalação do materialize executando a linha abaixo no seu terminal

npm install materialize-css@1.0.0

2 - Importe a folha de estilos do materialize no arquivo App.js.

import 'materialize-css/dist/css/materialize.min.css'

3 - Crie um novo arquivo chamado Header.js

4 - Crie um Function component que retorne o Header da aplicação com todos os estilos.

import React from 'react';

const Header = () =>{

return (

<nav>

<div className="nav-wrapper indigo lighten-2">

<a href="/" className="brand-logo ml-3">Casa do Código</a>

<ul id="nav-mobile" className="right">

<li><a href="/">Autores</a></li>

<li><a href="/">Livros</a></li>

<li><a href="/">Sobre</a></li>

</ul>

</div>

</nav>

);

}

export default Header;

5 - Importe seu Header no App.js e utilize-o no seu template

import Header from ‘./Header’;

<Header />

6 - No arquivo App.css, crie uma nova classe para o espaçamento inferior do botão de submit.

.mb-10{

margin-bottom:1em;

}

8- Importe o arquivo App.css no projeto.

import './App.css';

Utilize essa classe criada no App.js

8 - Estilize os outros componentes da aplicação:

App.js

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do código</h1>

<Tabela autores={this.state.autores} removeAutor={this.removeAutor} />

<Formulario escutadorDeSubmit={this.escutadorDeSubmit} />

</div>

</Fragment>

Tabela.js

//TABELA

<table className="centered highlight">

<TableHead />

<TableBody autores={autores} removeAutor = { removeAutor }/>

</table>

// TABLEBODY

<tr key={index}>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick={ () => props.removeAutor(index)} className="waves-effect waves-light indigo lighten-2 btn">Remover</button></td>

</tr>

//TABLEHEAD

<thead>

<tr>

<th>Autor</th>

<th>Livro</th>

<th>Preco</th>

<th>Remover</th>

</tr>

</thead>

Formulario.js

<form>

<div className="row">

<div className="input-field col s4">

<label className="input-field" htmlFor="nome">Nome</label>

<input

className="validate"

id="nome"

type="text"

name="nome"

value={nome}

onChange={this.escutadorDeInput} />

</div>

<div className="input-field col s4">

<label className="input-field" htmlFor="livro">Livro</label>

<input

className="validate"

id="livro"

type="text"

name="livro"

value={livro}

onChange={this.escutadorDeInput} />

</div>

<div className="input-field col s4">

<label className="input-field col s4" htmlFor="preco">Preço</label>

<input

className="validate"

id="preco"

type="text"

name="preco"

value={preco}

onChange={this.escutadorDeInput} />

</div>

</div>

<button onClick={this.submitFormulario} className="btn waves-effect waves-light indigo lighten-2" type="button">Salvar

</button>

</form>

9 - Após estilizado, verifique tudo no navegador!

# O que aprendemos?

Nesta aula, aprendemos:

* Instalação do módulo do materialize-css.
* Importação de um arquivo de estilo.
* Utilizar o materialize.
* Estilizar o projeto utilizando className para atribuição de classes.

**Conclusão**

Chegamos ao fim da primeira parte do nosso curso de React. Esperamos que você tenha gostado e tirado bastante proveito das informações passadas nesse curso. Se tiver qualquer dúvida, não deixe de procurar nossos instrutores, moderadores e alunos lá no fórum.

Bons estudos e até a próxima!

**Introdução**

Seja bem vindo(a) à parte 2 do nosso curso de React, na qual, utilizando o React, continuaremos trabalhando na aplicação da Casa do Código, criando uma listagem de autores e livros (com notificações na navegação entre telas), uma página de "Sobre", persistência dos dados inseridos ou removidos, validação dos campos do formulário, entre outras funcionalidades.

Bons estudos!

# Instalação do módulo Validator

Atualmente, se clicarmos no botão "Salvar" da nossa aplicação sem passarmos nenhuma informação, criaremos uma linha (autor, livro e preço) sem nenhum valor. Seria interessante fazermos uma validação desses campos para só então criarmos um item na tabela. Implementaremos essa lógica de validação utilizando um pacote do npm chamado validator.js, cuja última versão é a 10.11.0.

No Prompt, executaremos npm install validator@10.11.0 para instalarmos esse pacote no projeto. Na [página do Validator](https://www.npmjs.com/package/validator) é possível encontrar várias informações, como os métodos auxiliares que nos ajudarão a validar os dados. Ao longo do curso, usaremos o isEmpty() para verificarmos se realmente houve uma entrada no campo, e isInt() para verificarmos se o valor enviado para o input de preço é um inteiro.

# Começando nossa validação

Concluída a instalação do Validator, começaremos a implementar a validação no nosso projeto. A ideia é validarmos algo que acontece no nosso Formulario.js, mais especificamente em submitFormulario(), permitindo o envio de informações apenas se os campos estiverem preenchidos. Em "src", criaremos uma classe FormValidator.js para isolar o código de validação de modo que possamos utilizar essa funcionalidade em outros pontos no futuro, caso isso seja necessário. Nosso objetivo é importar o validador e travar o submit caso ele esteja em branco.

Nessa classe, teremos um método valida() que recebe um state e, por enquanto, executa um console.log() com a mensagem "validado", além de retornar um false. Por fim, exportaremos o FormValidator.

import validador from 'validator';

class FormValidator {

valida(state) {

console.log('validado');

return false;

}

}

export default FormValidator;

Em Formulario.js, importaremos o FormValidator e, no construtor, criaremos uma instância dessa classe.

constructor(props) {

super(props);

this.validador = new FormValidator();

this.stateInicial = {

nome: '',

livro: '',

preco: '',

}

this.state = this.stateInicial;

}

No método submitFormulario(), usaremos o operador if para verificarmos o retorno da chamada do método valida(). Quando verdadeiro, o botão "Salvar" do formulário enviará as informações, adicionando um elemento na tela. Do contrário (else), escreveremos uma mensagem "Submit Bloqueado" na tela com um console.log().

Subindo novamente nossa aplicação, teremos um aviso dizendo que, apesar da compilação ter ocorrido com sucesso, existe um validador que não é utilizado. Por enquanto não nos preocuparemos com isso. Se acessarmos <http://localhost:3000/> e tentarmos salvar sem preenchermos nenhum dos campos, nenhum item será adicinado à lista, e receberemos a mensagem "Submit Bloqueado" no console. Já se preenchermos os campos...a mesma coisa irá ocorrer. Solucionaremos esse problema no próximo vídeo.

# Validando um campo

No último vídeo nós conseguimos travar o formulário retornando false na classe FormValidator, e agora passaremos a utilizar o pacote Validator do Node para validarmos os nossos campos, começando pelo nome.

Em Formulario.js, a instanciação de FormValidator receberá um objeto JSON com a regra de validação do campo, composta pelo nome do campo e o método que queremos utilizar do Validator, por exemplo isEmpty().

this.validador = new FormValidator({

campo:'nome',

metodo:'isEmpty'

});

Em submitFormulario(), removeremos o else por enquanto. No FormValidator.js, criaremos um constructor() que receberá a validacao.

class FormValidator {

constructor(validacao){

this.validacao = validacao;

}

valida(state) {

console.log('validado');

return false;

}

}

export default FormValidator;

No método valida(), recuperaremos o valor do campo (campoValor) a partir de state[this.validacao.campo.toString()] - ou seja, pegaremos o valor recebido no campo e parseando os dados para string, pois a biblioteca Validator trabalha somente com strings. Em seguida, recuperaremos o método sendo passado pelo validador (metodoValidacao) a partir de validador[this.validacao.metodo].

class FormValidator {

constructor(validacao){

this.validacao = validacao;

}

valida(state) {

const campoValor = state[this.validacao.campo.toString()];

const metodoValidacao = validador[this.validacao.metodo];

}

}

export default FormValidator;

Repare que estamos passando o método isEmpty como uma string. Isso é feito para, ao invés de importarmos um módulo em vários pontos do código, o encapsularmos em um único arquivo e, de algum modo, informar à classe qual método deverá ser utilizado.

Continuando, usaremos o operador if para verificarmos se o retorno de metodoValidacao(campoValor, [], state) é true. Em caso positivo, nosso formulário é inválido, e escreveremos a mensagem "FORM INVÁLIDO" com console.log(), retornando false. Do contrário, escreveremos "FORM VÁLIDO" e retornaremos true.

Nota: o parâmetro [] consiste em um array vazio de configurações opcionais dos métodos.

class FormValidator {

constructor(validacao){

this.validacao = validacao;

}

valida(state) {

const campoValor = state[this.validacao.campo.toString()];

const metodoValidacao = validador[this.validacao.metodo];

if(metodoValidacao(campoValor, [], state) === true){

console.log("FORM INVÁLIDO");

return false;

}else{

console.log("FORM VÁLIDO");

return true;

}

}

}

export default FormValidator;

O trecho de código === true está presente apenas por questões didáticas, e pode ser omitido sem qualquer interferência no funcionamento da aplicação.

Feito isso, se clicarmos no botão "Salvar" da nossa aplicação sem preenchermos nenhum dos campos, receberemos a mensagem "FORM INVÁLIDO" no console e nenhum item será adicionado. Se preenchermos os campos, os dados serão adicinados corretamente e a mensagem "FORM VÁLIDO" será exibida no console.

No próximo vídeo, faremos nosso código funcionar para todos os campos.

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - No arquivo **Formulario.js**, altere o **constructor** inicializando os seguintes atributos:

constructor(props){

super(props);

this.validador = new FormValidator({

campo: 'nome',

metodo: 'isEmpty'

});

}

2 - Altere o método **submitFormulario**:

submitFormulario = () => {

if (this.validador.valida(this.state)){

//Lógica para inserção na tabela

}else{

console.log('submit bloqueado');

}

}

3 - Crie o arquivo **FormValidator.js**.

import validador from 'validator';

class FormValidator {

constructor(validacao) {

this.validacao = validacao;

}

valida(state) {

const campoValor = state[this.validacao.campo.toString()];

const metodoValidacao = validador[this.validacao.metodo];

if (metodoValidacao(campoValor, [], state)) {

console.log('FORM INVALIDO');

return false;

} else {

console.log('FORM VALIDO');

return true;

}

}

}

export default FormValidator;

4 - Importe o novo **FormValidator** no seu **Formulario.js**.

import FormValidator from './FormValidator';

5 - Teste no seu navegador!

# O que aprendemos?

Nesta aula, aprendemos:

* Como utilizar o módulo validator.
* Estratégia para concentrar a lógica e importação de módulos para validação.
* Criar uma classe sem necessariamente criar um componente.
* Lógica para validação de campos.

# Definindo regras genéricas

No último vídeo conseguimos validar o campo "Nome", e nosso objetivo agora é generalizarmos o código, validando todos os campos. Para começarmos esse processo, ao invés de passarmos somente um JSON para o campo nome, passaremos um array de JSONs, um para cada campo.

Além disso, passaremos no JSON uma informação validoQuando que nos permitirá saber quando o retorno de uma verificação é válida ou não. No caso, quando utilizarmos o método isEmpty(), o retorno true será inválido, e o false válido. Entretanto, quando o método utilizado for isInt(), no caso do campo "Preço", o retorno true será válido.

Também passaremos uma mensagem personalizada para cada um dos campos. No caso do preço, incluiremos um argumento args, um array de JSOn com min: 0 e max: 99999.

this.validador = new FormValidator([

{

campo:'nome',

metodo:'isEmpty',

validoQuando: false,

mensagem: 'Entre com um nome'

},

{

campo:'livro',

metodo:'isEmpty',

validoQuando: false,

mensagem: 'Entre com um livro'

},

{

campo:'preco',

metodo:'isInt',

args: [{min:0, max:99999}],

validoQuando: true,

mensagem: 'Entre com um valor numérico'

}

]);

Assim, nosso construtor receberá um array de objetos contendo as nossas regras. Em FormValidator, precisaremos iterar por esses JSONs para fazermos a validação. Antes disso, criaremos um método valido() no qual pegaremos todas as informações da validação e devolveremos um objeto mais estruturado ao formulário.

Esse método terá uma constante validacao recebendo um objeto JSON a ser modificado dentro dele. Alteraremos o nome do objeto no nosso construtor para validacoes, já que consiste em um array.

constructor(validacoes){

this.validacoes= validacoes;

}

No método valido() faremos um mapeamento de validacao[regra.campo] para {isInvalid: false, message: ''}. Ao fim, retornaremos um objeto com {isValid: ture, ...validacao}, utilizando o spread operator.

valid(){

const validacao = {

}

this.validacoes.map(regra => (

validacao[regra.campo] = {isInvalid: false, message: ''}

));

return {isValid: true, ...validacao};

}

Ou seja, estamos criando um objeto JSON informando que o formulário é válido e passando todas as regras que foram aplicadas no método valida().

Nesse método, geraremos um objeto com let validacao = this.valido(). Em seguida, para cada regra de validação no array validacoes, executaremos uma lógica de validação bastante parecida com a que já temos, portanto copiaremos o código.

valida(state) {

let validacao = this.valido();

this.validacoes.forEach(regra => {

const campoValor = state[this.validacao.campo.toString()];

const metodoValidacao = validador[this.validacao.metodo];

if(metodoValidacao(campoValor, [], state) === true){

console.log("FORM INVÁLIDO");

return false;

}else{

console.log("FORM VÁLIDO");

return true;

}

});

}

Estamos recuperando o campoValor e o metodoValidacao, e precisaremos também do args que deverá ser utilizado no campo preço. Assim, criaremos uma constante args que receberá regra.args ou um array vazio.

Em metodoValidacao, adicionaremos um typeof regra.metodo === 'string' ?. Dessa forma, se regra.metodo for uma string, utilizaremos o validador para recuperar o método. Do contrário, aplicaremos regra.metodo diretamente. Assim, nosso código estará pronto para lidar com importação do validador.

No operador if, ao invés de passarmos um array vazio, passaremos o spread operator ...args. Se regra.validaQuando for diferente do retorno de metodoValidacao(), identificaremos que há algo de errado e criaremos um objeto com isInvalid: true e message: regra.mensagem (a mensagem que escrevemos nas regras do formulário). Abaixo, modificaremos validacao com isValid = false, removeremos o else e retornaremos o objeto modificado.

valida(state) {

let validacao = this.valido();

this.validacoes.forEach(regra => {

const campoValor = state[this.validacao.campo.toString()];

const args = regra.args || [];

const metodoValidacao = typeof regra.metodo === 'string' ? validador[this.validacao.metodo] : regra.metodo

if(metodoValidacao(campoValor, ...args, state) !== regra.validoQuando){

validacao[regra.campo] = {

isInvalid: true,

message: regra.mensagem

}

validacao.isValid = false;

}

});

return validacao;

}

Agora precisamos utilizar o objeto gerado no nosso formulário. Em this.stateInicial, criaremos uma nova chave validacao que começará como válida (this.validador.valido()).

this.stateInicial = {

nome: '',

livro: '',

preco: '',

validacao: this.validador.valido(),

}

Em submitFormulario(), criaremos uma constante validacao recebendo a chamada de this.validador.valida() com o parâmetro this.state. No operador if, faremos validacao.isValid. Em caso positivo, como já descrito no código, mudaremos o state da aplicação, adicionaremos um elemento novo e isso se refletirá na tela. Do contrário (else), precisaremos recuperar os campos que tiveram erro e exibir suas respectivas mensagens na tela.

Para isso, a partir de validacao, recuperaremos {nome, livro, preco} e os armazenaremos em um array campos. Em seguida, criaremos uma constante camposInvalidos, filtraremos os elementos do array (elem) e aplicaremos uma regra - no caso, elem.isInvalid. Por fim, para cada elemento em camposInvalidos, aplicaremos um console.log.

submitFormulario = () => {

const validacao = this.validador.valida(this.state);

if(validacao.isValid) {

this.props.escutadorDeSubmit(this.state);

this.setState(this.stateInicial);

}else{

const {nome, livro, preco} = validacao;

const campos = [nome, livro, preco];

const camposInvalidos = campos.filter(elem => {

return elem.isInvalid;

});

camposInvalidos.forEach(console.log);

}

}

Feito isso, se tentarmos salvar um novo autor na nossa aplicação, receberemos um erro indicando que a propriedade campo não pode ser lida. Isso acontece porque, em Formulario.js, esquecemos de trocar this.validacao por regra.

this.validacoes.forEach(regra => {

const campoValor = state[regra.campo.toString()];

const args = regra.args || [];

const metodoValidacao = typeof regra.metodo === 'string' ? validador[regra.metodo] : regra.metodo

if(metodoValidacao(campoValor, ...args, state) !== regra.validoQuando){

validacao[regra.campo] = {

isInvalid: true,

message: regra.mensagem

}

validacao.isValid = false;

}

});

Corrigido o erro, se clicarmos em "Salvar" sem passarmos nenhuma informação, receberemos no console as mensagens de erro para cada um dos campos, e nenhum item será adicionado. Se digitarmos somente o nome, as mensagens referentes ao livro e ao valor numérico serão exibidas, e novamente nada será adicionado. Se preenchermos todos os campos com um texto, inclusive "preço", receberemos a mensagem pedindo a entrada de um valor numérico. Já se preenchermos todos os campos corretamente, um novo item será adicionado à lista e nenhuma mensagem será exibida no console.

Assim, concluímos a nossa validação. No próximo vídeo aprenderemos a exibir uma mensagem de alto nível ao usuário.

# Entendendo a validação à fundo

Nosso código de validação é um pouco complexo. Se algo não ficou claro para você, recomendo que leia a explicação abaixo, caso contrário, fique à vontade para pular para a próxima atividade!

Para começar, vamos partir do componente **Formulario**.

# Formulário.js

Vimos no capítulo anterior que validar um campo específico é relativamente mais fácil do que um formulário inteiro.

Nosso objetivo é fazer com que nosso código seja genérico o suficiente a ponto de conseguir validar todos os campos do meu formulário atual e também de outros formulários que podem vir a existir na minha aplicação. Em outras palavras, estamos desenvolvendo uma solução para validação e não uma validação para aquele formulário em específico.

Para validarmos de forma genérica, precisamos de algumas informações básicas, por isso adicionamos algumas outras chaves em cada regra nossa que é criada no **constructor**

this.validador = new FormValidator([

{

campo: 'nome',

metodo: 'isEmpty',

validoQuando: false,

mensagem: 'Entre com um nome'

},

{

campo: 'livro',

metodo: 'isEmpty',

validoQuando: false,

mensagem: 'Entre com um livro'

},

{

campo: 'preco',

metodo: 'isInt',

args: [{min: 0, max: 99999}],

validoQuando: true,

mensagem: 'Entre com um valor numérico'

}

]);

Perceba como a condição de comparação muda de acordo com o campo, enquanto a definição de válido para os campos **nome** e **livro** é diferente da definição de válido para o campo **preco**.

Enquanto **livro** e **nome** são válidos quando o retorno é **false**, **preco** é válido para retorno **true**. Por isso criamos a chave **validoQuando**.

Precisamos também de uma mensagem específica para cada campo, para que consigamos emitir uma mensagem específica de cada campo.

No **submitFormulario**, condicionamos a submissão à validade dos campos e capturamos os campos inválidos e emitimos a mensagem específica.

# FormValidator.js

Agora no **FormValidator**, onde está nossa lógica de validação.

Nessa classe, temos dois métodos: O **valido** e o **valida**.

Enquanto o **valido** cria um grande objeto dizendo que o formulário é válido, o método **valida** verifica cada campo de acordo com as regras definidas e **modifica** esse objeto criado pelo **valido** de maneira a tornar esse formulário inválido caso seja necessário.

Dando uma olhada no método válido:

valido() {

//criação do objeto

const validacao = {};

//populando o objeto de acordo com a quantidade de campos

//criando a chave isInvalid e atribuindo false para cada

//\*\*TODOS OS CAMPOS COMEÇAM VÁLIDOS!\*\*

this.validacoes.map(regra => (

validacao[regra.campo] = { isInvalid: false, message: '' }

));

//retorna um grande objeto com uma chave externa isValid

//junto com todos os outros campos.

return { isValid: true, ...validacao };

}

}

Para ficar mais claro, a estrutura do objeto retornado é:

{

isValid: true,

nome: { isInvalid: false, message: '' },

livro: { isInvalid: false, message: '' },

preco: { isInvalid: false, message: ''}

}

Agora com esse objeto em mãos, podemos começar a verificar os valores de entrada do usuário e modificá-lo caso necessário.

Com isso, vamos agora para o método **valida**

O objetivo do método **valida** é verificar a entrada do usuário utilizando o método que foi passado e comparando com o valor de **validoQuando**

Vamos ver esse método:

valida(state) {

//itera pelo array de regras de validação e constrói

//um objeto validacao e retorna-o

//começa assumindo que está tudo válido, recebe o

//objeto do método valido.

let validacao = this.valido();

this.validacoes.forEach(regra => {

//Se o campo não tiver sido marcado

//anteriormente como invalido por uma regra.

if (!validacao[regra.campo].isInvalid) {

//Determina o valor do campo, o método a ser invocado

//e os argumentos opcionais pela definição da regra

const campoValor = state[regra.campo.toString()];

const args = regra.args || [];

//if ternário para estar preparado caso

//alguém passe o método direto sem ser string

const metodoValidacao = typeof regra.metodo === 'string' ?

validador[regra.metodo] : regra.metodo;

//invoca o método específico da regra

if (metodoValidacao(campoValor, ...args, state) !== regra.validoQuando) {

//modifica o objeto no campo específico

validacao[regra.campo] = {

isInvalid: true,

message: regra.mensagem

};

validacao.isValid = false;

}

}

});

return validacao;

}

Repare que quando recuperamos o método a ser utilizado, estamos nos blindando caso alguém decida passar o método diretamente e não apenas o nome em formato de string.

Chamamos o método específicado e comparamos com o valor de **validoQuando**, se for diferente, modificamos nosso objeto, alterando a chave **isInvalid** para **true** e passando a mensagem que recebemos nas regras.

Feito isso, alteramos a chave **isValid** para **false**, agora que nosso formulário se tornou inválido e então retornamos todo o objeto.

Apesar de parecer um pouco completo, se pensarmos passo à passo as coisas ficam mais fáceis.

Se algo ainda não ficou claro para você, não hesite em me procurar no fórum!

# Errata: Nome da chave

# Errata

No vídeo **"Exibindo mensagens de alto nível"**, no minuto **5:21**, o nome da chave no componente **Formulario** deve ser em inglês, conforme criado na classe **FormValidator**.

O código deve ser:

PopUp.exibeMensagem('error', campo.message);

Pedimos desculpas pelo inconveniente.

# Exibindo mensagens de alto nível

No último vídeo terminamos de implementar a validação dos nossos campos. Porém, só temos mensagens de erro de baixo nível, exibidas no console, e seria interessante as enviarmos também para o usuário do sistema, e podemos utilizar o Materialize para isso.

Essa biblioteca possui os chamados "Toasts", que nada mais são do que notificações em pop-ups. O Toast é utilizado por meio de um JavaScript do Materialize que deverá ser importado. Em "src", criaremos um arquivo PopUp.js e, seguindo o padrão indicado na documentação, importaremos m do pacote materialize-css.

Criaremos uma constante PopUp que será um JSON contendo uma chave exibeMensagem na qual teremos uma *arrow function*. Essa função receberá um dado e verificará se precisaremos exibir uma mensagem de erro ou uma mensagem de sucesso. Sendo assim, receberemos na função um status e a msg que queremos exibir.

Se o status da mensagem for igual a success, chamaremos M.toast() para criarmos um Toast com três especificações: html, que receberá a msg que criamos; classes, que nos permite configurar uma cor, nesse caso green; e displayLenght, que define a duração da mensagem, e que setaremos como 2000 milissegundos.

Em seguida, criaremos outro Toast para quando o status da mensagem for igual a error, e a única diferença será que teremos a cor red ao invés de green. Por fim, exportaremos o PopUp.

import M from 'materialize-css';

const PopUp = {

exibeMensagem: (status, msg) => {

if(status === 'success'){

M.toast({html: msg, classes: 'green', displayLenght: 2000});

}

if(status === 'error'){

M.toast({html: msg, classes: 'red', displayLength: 2000});

}

}

}

export default PopUp;

Criados os toasts, temos que utilizá-los nos nossos métodos. Em Formulario.js, importaremos o arquivo PopUp do seu diretório. Ao final do método submitFormulario(), no qual fazemos um loop (forEach()) para cada mensagem de erro, receberemos um campo e, para cada campo, chamaremos Pop.exibeMensagem(), passando como parâmetros 'error e campo.message.

camposInvalidos.forEach(campo => {

PopUp.exibeMensagem('error', campo.message)

});

Feito isso, se tentarmos adicionar um item à lista passando somente o seu "Nome", por exemplo, as mensagems "Entre com um livro" e "Entre com um valor numérico" serão exibidas em vermelho na tela. Agora precisamos criar também uma mensagem de sucesso.

Em App.js, quando enviamos um formulário, chamamos o escutadorDeSubmit() que está sendo recebido por props. Após importarmos o PopUp do seu diretório, acessaremos esse método e chamaremos PopUp.exibeMensagem() com o parâmetro 'success' e a mensagem "Autor adicionado com sucesso".

escutadorDeSubmit = autor => {

this.setState({ autores:[...this.state.autores, autor]});

PopUp.exibeMensagem('success', "Autor adicionado com sucesso");

}

Agora, se preenchermos todos os campos corretamente e clicarmos em "Salvar", a mensagem definida será exibida em uma pop-up verde. Também seria interessante incluirmos uma mensagem confirmando a remoção de um autor. Em removeAutor, depois de setarmos o state da aplicação,chamaremos PopUp.exibeMensagem() com o parâmetro error (para termos uma pop-up vermelha) e a mensagem "Autor removido com sucesso".

removeAutor = index =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor, posAtual) => {

return posAtual !== index;

}),

}

);

PopUp.exibeMensagem('error', "Autor removido com sucesso");

}

Feito isso, nossa mensagem de remoção passará a ser exibida sempre que clicarmos em "Remover".

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Crie um arquivo PopUp.js e FormValidator.js e importe no seu componente Formulário

import FormValidator from './FormValidator';

import PopUp from './PopUp';

2 - Corrija a criação do **FormValidator** no construtor do componente Formulário.

//DENTRO DO CONSTRUTOR.

this.validador = new FormValidator([

{

campo: 'nome',

metodo: 'isEmpty',

validoQuando: false,

mensagem: 'Entre com um nome'

},

{

campo: 'livro',

metodo: 'isEmpty',

validoQuando: false,

mensagem: 'Entre com um livro'

},

{

campo: 'preco',

metodo: 'isInt',

args: [{min: 0, max: 99999}],

validoQuando: true,

mensagem: 'Entre com um valor numérico'

}

]);

this.stateInicial = {

nome: '',

livro: '',

preco: '',

validacao: this.validador.valido()

}

3 - Modifique o método **submitFormulario** conforme abaixo:

submitFormulario = () => {

const validacao = this.validador.valida(this.state);

console.log(validacao)

if(validacao.isValid){

this.props.escutadorDeSubmit(this.state);

this.setState(this.stateInicial);

}else {

const { nome, livro, preco } = validacao;

const campos = [nome, livro, preco];

const camposInvalidos = campos.filter(elem => {

return elem.isInvalid

});

camposInvalidos.forEach(campo => {

PopUp.exibeMensagem('error', campo.message);

});

}

}

4- Abra seu arquivo **FormValidator** crie sua classe e adicione os métodos **valida** e **valido**:

import validador from 'validator';

class FormValidator {

constructor(validacoes) {

// validacoes é um array específico do formulário com regras de validação

this.validacoes = validacoes;

}

valida(state) {

//itera pelo array de regras de validação e constrói

//um objeto validacao e retorna-o

//começa assumindo que está tudo válido

let validacao = this.valido();

this.validacoes.forEach(regra => {

//Se o campo não tiver sido marcado anteriormente como invalido por uma regra.

if (!validacao[regra.campo].isInvalid) {

//Determina o valor do campo, o método a ser invocado

//e os argumentos opcionais pela definição da regra

const campoValor = state[regra.campo.toString()];

const args = regra.args || [];

const metodoValidacao = typeof regra.metodo === 'string' ?

validador[regra.metodo] : regra.metodo;

if (metodoValidacao(campoValor, ...args, state) !== regra.validoQuando) {

validacao[regra.campo] = {

isInvalid: true,

message: regra.mensagem

};

validacao.isValid = false;

}

}

});

return validacao;

}

//cria um objeto validaçao para um form válido

valido() {

const validacao = {};

this.validacoes.map(regra => (

validacao[regra.campo] = { isInvalid: false, message: '' }

));

return { isValid: true, ...validacao };

}

}

export default FormValidator;

5 - Abra seu arquivo PopUp.js e adicione o código abaixo:

import M from 'materialize-css';

const PopUp = {

exibeMensagem: (status, msg) => {

if (status === "success")

M.toast({ html: msg, classes: "green", displayLength: 2000 })

if (status === "error")

M.toast({ html: msg, classes: "red", displayLength: 2000 })

}

}

export default PopUp;

6 - Teste no navegador e veja se tudo funciona!

# O que aprendemos?

Nesta aula, aprendemos:

* Fazer com que a lógica funcione para qualquer campo.
* Blindar o código para saber trabalhar caso o método. seja o próprio método ou string.
* Utilizar o Toast para emitir mensagens de alto nível.
* Criar um componente de PopUp para notificar usuários.

# Instalando o módulo de rotas

No capítulo anterior nós concluímos a validação e ainda exibimos uma mensagem de alto nível para o usuário. Agora trabalharemos em outro ponto do nosso código. No momento temos um grande componente App renderizando as informações na tela. Na parte superior direita, temos três links: "Autores", "Livros" e "Sobre". Entretanto, nenhum desses links apresenta alguma funcionalidade até o momento.

A ideia é que, de acordo com a rota exibida na URL - por exemplo, <http://localhost:3000/autores>, <http://localhost:3000/livros> ou <http://localhost:3000/sobre> -, mudarmos o componente que é renderizado na tela. Assim, ao invés de App.js, exibiríamos o Livro.js, e assim por diante. Faremos isso utilizando um módulo do React chamado react-router-dom na versão 5.0.0.

No Prompt de Comando, executaremos npm install react-router-dom@5.0.0. Após a instalação, poderemos utilizar esse módulo na nossa aplicação importando-o:

import router from 'react-router-dom';

No próximo vídeo começaremos a linkar as URLs com um componente específico a elas.

# Trabalhando com rotas

No último vídeo fizemos a instalação do pacote de rotas do React, e agora é hora de utilizá-lo. Primeiro, faremos um ajuste de estilo em App.js, adicionando um título <h1> "Casa do Código".

render() {

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

</Fragment>

);

}

A ideia é, a partir de uma rota, direcionarmos o usuário a um componente específico. Por exemplo, <http://localhost:3000/livros> levará a uma listagem de livros, e assim por diante. Antes de começarmos, é importante lembrar que o App.js está sendo renderizado em index.js, que pega o root na pasta "public" e joga o componente dentro dele. Sendo assim, é esse arquivo que iremos alterar.

Para fazermos o roteamento, precisaremos importar o BrowserRouter, o Switch e o Route, todos provindos de react-router-dom. No método render(), passaremos a utilizar o roteamento. Incluiremos uma tag <BrowserRouter>, indicando que queremos utilizar as rotas, e uma tag <Switch>, que conterá as rotas propriamente ditas da aplicação. Para cada uma delas, teremos uma tag <Route> contendo um path, que é o caminho.

Começaremos pelo caminho /, que deverá renderizar um component={App}. Seguindo esse molde, definiremos as outras rotas da nossa aplicação. É uma boa prática incluirmos também um <Route> sem a definição de um caminho, mas renderizando componente NotFound. Dessa forma, se uma rota não descrita for acessada pelo usuário, nós o manteremos no nosso domínio, renderizando uma página vazia, mas com o cabeçalho estilizado.

import {BrowserRouter, Switch, Route} from 'react-router-dom';

ReactDOM.render(

<BrowserRouter>

<Switch>

<Route path='/' component={App}/>

<Route path='/sobre' component={Sobre}/>

<Route path='/livros' component={Livros}/>

<Route path='/autores' component={Autores}/>

<Route component={NotFound}/>

</Switch>

</BrowserRouter>,

document.getElementById('root'));

Antes de prosseguirmos, imagine uma situação em que temos as rotas /sobre e /sobre/informacao. Como a comparação das rotas é parcial, podemos ter problemas no acesso a elas. Para definirmos que uma rota só pode ser acessada pelo caminho exato passado no path, podemos adicionar um parâmetro exact=[true], evitando esse tipo de problema. Pensando nisso, adicionaremos esse parâmetro na rota /.

Agora criaremos os componentesSobre e NotFound. Como desafio, você pode criar sozinho(a) os componentes Livros e Autores, e [a solução do nosso instrutor pode ser encontrada aqui](https://cursos.alura.com.br/course/react-validacao-rotas-api/task/56911). Com os conhecimentos aprendidos até aqui, temos certeza de que você não terá problemas nesse desafio.

Começaremos criando um arquivo Sobre.js no qual importaremos o React, o Fragment e o Header (para usarmos o cabeçalho). Nesse arquivo, teremos um function component Sobre() que retornará um <Fragment> contendo o cabeçalho e um título <h1> "Sobre". Por fim, exportaremos esse componente.

import React, { Fragment } from 'react';

import Header from './Header';

const Sobre = () =>{

return (

<Fragment>

<Header />

<h1>Sobre</h1>

</Fragment>

);

}

export default Sobre;

O processo será praticamente idêntico no componente NotFound.js, mudando apenas a nomeclatura e o texto exibido na tela.

import React, { Fragment } from 'react';

import Header from './Header';

const NotFound = () =>{

return (

<Fragment>

<Header />

<h1>Página Não Encontrada</h1>

</Fragment>

);

}

export default NotFound;

Por enquanto, para não recebermos um erro na aplicação, criaremos os componentes Autores e Livros com a mesma construção do Sobre, deixando para você a implementação da lógica desses componentes.

Feito isso, subiremos novamente a aplicação e testaremos as rotas criadas. Como esperado, elas exibirão corretamente os textos que preparamos. Inclusive, se testarmos uma rota que não existe na aplicação, uma página com o texto "Página Não Encontrada" será renderizada na tela.

Ainda precisamos ajustar um ponto: repare que sempre que clicamos em algum link, a página é recarregada. Entretanto, nosso objetivo é construirmos uma SPA (Single Page Application), e tal comportamento fere esse conceito.

O react-router-dom nos fornece uma tag específica, chamada Link, para trabalharmos com rotas sem carregarmos uma página. Em Header.js, vamos importá-la.

No retorno, substituiremos todas as tags <a> pela tag <Link>, passando o parâmetro to para cada uma das rotas da aplicação.

import React from 'react';

import { Link } from 'react-router-dom';

const Header = () => {

return (

<nav>

<div className="nav-wrapper indigo lighten-2">

<Link to="/" className="brand-logo">Casa do Código</Link>

<ul className="right">

<li><Link to='/autores'>Autores</Link></li>

<li><Link to='/livros'>Livros</Link></li>

<li><Link to='/sobre'>Sobre</Link></li>

</ul>

</div>

</nav>

);

}

export default Header;

Assim, conseguiremos navegar por todas as nossas páginas sem que o navegador recarregue a página. Podemos melhorar ainda mais a nossa visualização indicando no menu qual é a página ativa, e é isso que faremos no próximo vídeo. Recomendamos implementar os componentes de autores e de livros antes disso!

# Melhorando nosso código

Já terminamos de construir as rotas da nossa aplicação, e agora queremos melhorar um pouco o nosso código. No momento estamos importando a tag Link no arquivo Header.js. Agora, imagine um cenário no qual estamos utilizando essa tag em vários componentes e, por alguma razão, o react-router-dom deixou de dar suporte a ela. Nesse caso, teremos que alterar a nossa importação e todos os pontos que utilizam a tag no nosso código, o que é bastante problemático.

Seria mais interessante termos uma tag própria que, por baixo dos panos, utilizasse o Link do react-router-dom. Para isso, utilizaremos o chamado "High Order Component", um componente que retorna outro por baixo dos panos. Além disso, gostaríamos de estilizar os links para que eles fossem realçados de acordo com a página que está sendo exibida, o que não é possível com a tag Link.

Começaremos a solucionar esses problemas criando um arquivo LinkWrapper.js, no qual importaremos o React e, do react-router-dom, a NavLink, que se comporta de maneira semelhante ao Link, mas com possibilidades de estilização.

Criaremos então uma constante LinkWrapper recebendo props (para saber para qual rota o usuário deverá ser enviado) e retornará um <NavLink>. O <NavLink> possui uma propriedade activeStyle que nos permite passar um estilo, por exemplo fontWeight: "bold" (para que o link da página ativa fique em negrito). Para passarmos as rotas, usaremos o spread operator ...props.

import React from 'react';

import {NavLink} from 'react-router-dom';

const LinkWrapper = props => {

return (

<NavLink activeStyle={{fontWeight: "bold"}}{...props}/>

);

}

export default LinkWrapper;

Dessa forma, estaremos recebendo todos os atributos e aplicando-os ao <NavLink>. Isso facilitará o nosso trabalho e o de futuros colegas de desenvolvimento nesse projeto. Além disso, será possível sobrescrever o activeStyle, caso isso seja necessário por algum motivo, pois poderemos passá-lo como props. Isso também se dá pela ordem em que esses atributos estão dispostos na tag - como o ...pros está por último, ele sempre será aplicado por último.

Feito isso, deixaremos de importar Link no arquivo Header.js e passaremos a importar o LinkWrapper. Além disso, usaremos a tag <LinkWrapper> nos pontos em que a antiga era aplicada.

import React from 'react';

import LinkWrapper from './LinkWrapper';

const Header = () => {

return (

<nav>

<div className="nav-wrapper indigo lighten-2">

<LinkWrapper to="/" className="brand-logo">Casa do Código</LinkWrapper>

<ul className="right">

<li><LinkWrapper to='/autores'>Autores</LinkWrapper></li>

<li><LinkWrapper to='/livros'>Livros</LinkWrapper></li>

<li><LinkWrapper to='/sobre'>Sobre</LinkWrapper></li>

</ul>

</div>

</nav>

);

}

export default Header;

Assim, nossos links passarão a ser negritados quando estivermos em suas respectivas páginas. Se quisermos definir outro comportamento, basta passarmos uma propriedade activeStyle (vazia, por exemplo) no link desejado

É importante trabalharmos com High Order Components para deixarmos nosso código "livre" de funcionalidades de outros módulos, envelopando-os e criando um único ponto de alteração caso eles sejam alterados em algum ponto do futuro.

# Solução para a página de Autores e de Livros

Nesse capítulo nós deixamos o desafio de implementar os componentes Autores e Livros. Existem várias maneiras de construir essas duas páginas, e, se você quiser, pode compartilhar a sua solução conosco no fórum do curso! Aqui mostraremos a solução proposta pelo nosso instrutor.

A ideia é que as páginas Autores.js e Livros.js têm basicamente a mesma estrutura, e, por debaixo dos panos, termos um mesmo componente capaz de renderizar as duas tabelas de acordo com as informações recebidas. Vamos analisar o código de Autores.js:

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable';

class Autores extends Component {

constructor(props) {

super(props);

this.state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

},

{

nome: 'Nico',

livro: 'Java',

preco: '9999'

}

],

titulo: 'Autores'

};

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Autores</h1>

<DataTable dados={this.state.autores} titulo={this.state.titulo} colunas={['nome']}/>

</div>

</Fragment>

);

}

}

export default Autores;

Repare que criamos um componente DataTable para o qual estamos passando os autores, o titulo utilizado na tabela e quais colunas queremos renderizar. Além disso, no state, temos uma chave titulo. Vamos analisar a implementação desse DataTable.js:

import React from 'react';

const DataTable = props => {

let linhas = props.dados.map((item) =>

<tr key={item.id}>

{props.colunas.map((coluna) =>

<td key={`${item.id}${item[coluna]}`}>{item[coluna]}</td>)}

</tr>);

return (

<table className='centered highlight'>

<thead>

<tr>

<th>{props.titulo}</th>

</tr>

</thead>

<tbody>

{linhas}

</tbody>

</table>

);

}

export default DataTable;

Ele recebe as propriedades enviadas pelo componente - no caso, Autores.js - e iteramos pelos autores, criando uma <tr> para cada um deles, colocando como key o item.id. Em seguida, iteramos pelas colunas que queremos criar, criando um <td> para cada um desses elementos.

Repare que nesse key estamos concatenando dois valores, item.id e o valor guardado na coluna. Isso é uma boa prática, já que no React não podemos ter dois elementos diferentes com a mesma key. Por fim, retornamos a tabela montada com o valor do título, recebido por props, e jogando as linhas em um <tbody>.

O componente Livros é praticamente idêntico ao Autores:

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable';

class Livros extends Component {

constructor(props) {

super(props);

this.state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

},

{

nome: 'Nico',

livro: 'Java',

preco: '9999'

}

],

titulo: 'Livros'

};

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Livros</h1>

<DataTable dados={this.state.autores} titulo={this.state.titulo} colunas={['livro']}/>

</div>

</Fragment>

);

}

}

export default Livros;

Antes nós estávamos criando componentes mais simples (function components), mas os transformamos em class components justamente para conseguirmos guardar o state de cada um desses elementos. Sempre devemos começar criando nossos componentes como funções, e só transformá-los em classes quando surge a necessidade.

Essa foi a solução do nosso instrutor, e se você fez de maneira diferente ou não conseguiu realizar o exercício, converse conosco no fórum! Bons estudos e até o próximo capítulo!

# Faça o que eu fiz na aula

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Instale o módulo validator no seu projeto:

No terminal:

npm install validator

2 - Crie um componente Livros e escreva o seguinte código:

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable'

class Livros extends Component {

constructor(props) {

super(props);

this.state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

],

titulo: 'Livros'

}

}

render() {

return (

<Fragment>

<Header />

<div className="container">

<h1>Livros</h1>

<DataTable dados={this.state.autores} titulo={this.state.titulo} colunas={['livro']} />

</div>

</Fragment>

);

}

}

export default Livros;

3 - Crie um componente Autores e escreva o seguinte código:

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable';

class Autores extends Component {

constructor(props) {

super(props);

this.state = {

autores: [

{

nome: 'Paulo',

livro: 'React',

preco: '1000'

},

{

nome: 'Daniel',

livro: 'Java',

preco: '99'

},

{

nome: 'Marcos',

livro: 'Design',

preco: '150'

},

{

nome: 'Bruno',

livro: 'DevOps',

preco: '100'

}

],

titulo: 'Autores'

}

}

render() {

return (

<Fragment>

<Header />

<div className="container">

<h1>Autores</h1>

<DataTable dados={this.state.autores} titulo={this.state.titulo} colunas={['nome']} />

</div>

</Fragment>

);

}

}

export default Autores;

4 - Crie um componente para a página Sobre e coloque o seguinte código:

import React, { Fragment } from 'react';

import Header from './Header';

const Sobre = () => {

return(

<Fragment>

<Header />

<h1> Sobre </h1>

</Fragment>

);

}

export default Sobre;

5 - Crie um *High Order Component* **LinkWrapper** para isolar a utilização do módulo validator

import React from 'react';

import { NavLink } from 'react-router-dom';

const LinkWrapper = (props) => {

return (

<NavLink activeStyle={{ fontWeight: "bold" }} {...props}/>

);

}

export default LinkWrapper;

6 - Utilize o **LinkWrapper** no componente **Header**

import React from 'react';

import LinkWrapper from './LinkWrapper';

const Header = () =>{

return (

<nav>

<div className="nav-wrapper indigo lighten-2">

<LinkWrapper to="/" className="brand-logo ml-3" activeStyle={{}}>Casa do Código</LinkWrapper>

<ul id="nav-mobile" className="right">

<li><LinkWrapper to="/autores">Autores</LinkWrapper></li>

<li><LinkWrapper to="/livros">Livros</LinkWrapper></li>

<li><LinkWrapper to="/sobre">Sobre</LinkWrapper></li>

</ul>

</div>

</nav>

);

}

export default Header;

7 - Modifique o arquivo **index.js** para determinar as rotas e seus respectivos componentes.

import React from 'react';

import ReactDOM from 'react-dom';

import './index.css';

import App from './App';

import \* as serviceWorker from './serviceWorker';

import { BrowserRouter, Switch, Route } from 'react-router-dom'

import Autores from './Autores';

import Livros from './Livros';

import Sobre from './Sobre';

import NotFound from './NotFound'

ReactDOM.render(

<BrowserRouter>

<Switch>

<Route path="/" exact={true} component={App} />

<Route path="/sobre" component={Sobre} />

<Route path="/livros" component={Livros} />

<Route path="/autores" component={Autores} />

<Route component={NotFound} />

</Switch>

</BrowserRouter>, document.getElementById('root'));

serviceWorker.unregister();

8 - Teste no navegador se tudo continua funcionando normalmente!

# O que aprendemos?

Nesta aula, aprendemos:

* Instalação do módulo de rotas react-router-dom v4.
* Trabalhar com rotas no React.
* High Order Component.
* DataTable genérico.

# Acessando uma API externa

No último capítulo nós trabalhamos com as rotas da nossa aplicação, e agora é o momento de armazenarmos os dados de tabela em algum lugar e a recebê-los desse mesmo lugar, trabalhando com uma API externa. [A API que utilizaremos nesse processo, bem simples e feita em Node, pode ser baixada aqui.](https://caelum-online-public.s3.amazonaws.com/1274-react-parte2/04/curso-react-api.zip)

Após extrairmos o conteúdo do ZIP, acessaremos o diretório pelo Prompt e executaremos npm install. Terminada a instalação, executaremos npm start para subirmos a aplicação, que poderá ser acessada em [http://localhost:8000](http://localhost:8000/). Na página <http://localhost:8000/api/autor>, encontraremos como retorno uma mensagem de sucesso e um objeto data contendo quatro elementos com seus respectivos IDs, nomes, livros e preços. Se acessarmos <http://localhost:8000/api/autor/1>, por exemplo, teremos como retorno somente o primeiro elemento, e assim por diante. Nosso objetivo agora é acessarmos o endpoint dessa API e utilizar esses dados no nosso projeto.

No nosso curso, utilizaremos o fetch(), uma funcionalidade do ECMAScript 6, para realizarmos requisições. Existem outras formas de fazer requisições assíncronas, como o AJAX, mas escolhemos essa por não depender de recursos externos. No render() de App.js, usaremos o método fetch() passando o endereço da nossa aplicação. Em seguida, chamaremos .then() para executarmos res => res.json(), parseando os dados em formato JSON, e depois novamente o .then() para executarmos um console.log e exibirmos tais dados no console.

render() {

fetch('http://localhost:8000/api/autor')

.then(res => res.json())

.then(console.log);

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

</Fragment>

);

}

Se acessarmos a nossa aplicação, teremos no console um Object com a mensagem "success" e os nossos elementos. No segundo .then(), podemos executar um res => console.log(res.data) para recebermos nossos dados em um array.

fetch('http://localhost:8000/api/autor')

.then(res => res.json())

.then(res => console.log(res.data));

Assim, teremos como retorno um array de autores.

# Rodando a API

# Rodando a API do curso

Para começar, faça o download da **API** [aqui](https://caelum-online-public.s3.amazonaws.com/1274-react-parte2/04/curso-react-api.zip)

1 - Após realizar o download, extraia o diretório no local de sua preferência.

2 - Utilizando o terminal, abra o diretório da **API** e rode o comando:

npm install

Aguarde enquanto o **npm** instala todas as depêndencias necessárias.

3 - Rode o comando:

npm start

Para inicializar o servidor, no seu terminal deve aparecer uma mensagem de confirmação. ("Servidor escutando na porta....")

# Criando nosso serviço API

No último vídeo nós conseguimos fazer uma requisição do tipo GET para nossa API, recebendo como retorno um array de quatro elementos. Agora precisamos realmente escrever o código que realizará essas requisições para nós.

O método fetch() consegue realizar pedidos para uma API, e é com ele que iremos trabalhar. Porém, ao invés de incluirmos esse método em diversos pontos da nossa aplicação, "sujando-a" com uma URL que algum dia poderá mudar, criaremos um arquivo específico que irá encapsular todos os códigos referentes a requisições. Assim, se existir alguma mudança na nossa aplicação, saberemos exatamente onde trabalhar.

Em "src", criaremos um arquivo ApiService.js. Nele, criaremos uma constante ApiService recebendo um objeto.

const ApiService = {

}

Começaremos então a implementar o nosso primeiro endpoint. Abaixo, você pode encontrar todos os endpoints da nossa aplicação, incluindo requisições do tipo GET, POST, PATCH e DELETE.

Lista de endpoints da API:

GET

api/autor -> Retorno: Array de autores (nome, livro, preço, id)

api/autor/livro -> Retorno: Array de livros (livro, id)

api/autor/nome -> Retorno: Array de nomes (nome, id)

api/autor/:id -> Retorno: Autor com respectivo id (nome, livro, preço, id)

POST

api/autor -> Criação de autor (Retorna o autor inteiro do banco)

PATCH

api/autor/:id -> Atualiza um autor no banco (Retorna o autor inteiro)

DELETE

api/autor/:id -> Remove o autor do banco

Criaremos um método ListaAutores que servirá para pegarmos os autores da nossa API. Com uma arrow function, retornaremos um fetch() fazendo uma requisição para <http://localhost:8000/api/autor>. Então, usaremos o .then() para executarmos um res => res.json(), parseando nossos dados para um JSON.

const ApiService = {

ListaAutores: () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());

}

}

export default ApiService;

EmApp.js, ao invés de fazermos o fetch(), importaremos o ApiService e a usaremos no método render() chamando ApiSerivce.ListaAutores(). Como receberemos um JSON, criaremos uma constante autores e, por fim, rodaremos um console.log() de autores.

render() {

const autores = ApiService.ListaAutores();

consolg.log(autores);

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

</Fragment>

);

}

No console da nossa aplicação, receberemos uma Promise. Isso acontece pois, por algum motivo, a nossa requisição ainda não foi completada. Como o método ListaAutores() já faz o parseamento em JSON das nossas informações, faremos then(res => console.log(res.data)) para exibirmos os dados no console.

render() {

ApiService.ListaAutores();

then(res => console.log(res.data));

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores = { this.state.autores } removeAutor = { this.removeAutor } />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

</Fragment>

);

}

Dessa vez teremos como retorno os dados armazenados na nossa API. Continuaremos criando nossos endpoints, dessa vez com o método CriaAutor(). Esse método receberá um autor e nos retornará um fetch() direcionando para <http://localhost:8000/api/autor>.

A única diferença entre os métodosListaAutores() e CriaAutor() é o verbo utilizado para fazer essa requisição. No caso, este último receberá um dado em json contendo o método, o tipo de conteúdo (application/json) e um corpo representando um autor. Por fim, devolveremos uma resposta em JSON com then(res => res.json()).

const ApiService = {

ListaAutores: () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());

},

CriaAutor: autor =>{

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

.then(res => res.json());

},

}

export default ApiService;

Criado esse método, partiremos para o ListaNomes(). A ideia é a mesma de ListaAutores(), mudando apenas o endpoint para <http://localhost:8000/api/autor/nome>.

const ApiService = {

ListaAutores: () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());

},

CriaAutor: autor =>{

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

.then(res => res.json());

},

ListaNomes: () =>{

return fetch('http://localhost:8000/api/autor/nome')

.then(res => res.json());

}

}

export default ApiService;

Em App.js, trocaremos o método ListaAutores() para ListaNomes().

ApiService.ListaNomes().then(res => console.log(res.data));

Acessando nossa aplicação, teremos no console um array contendo os nomes e ids dos elementos. Vamos continuar implementando os métodos ListaLivros() e RemoveAutor(). O primeiro é idêntico aos métodos ListaAutores() e ListaNomes(), só que acessando o endpoint <http://localhost:8000/api/autor/livro>. Já o método RemoveAutor() recebe um id e direciona, por meio de uma template string, para http://localhost:8000/api/autor${id}, concatenando a URL com a ID recebida no método. Além disso, passaremos o método DELETE e o tipo do conteúdo (application/json).

const ApiService = {

ListaAutores: () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());

},

CriaAutor: autor =>{

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

.then(res => res.json());

},

ListaNomes: () =>{

return fetch('http://localhost:8000/api/autor/nome')

.then(res => res.json());

},

ListaLivros: () =>{

return fetch('http://localhost:8000/api/autor/livro')

.then(res => res.json());

},

RemoveAutor: id =>{

return fetch(`http://localhost:8000/api/autor/${id}`, {method: 'DELETE', Headers: {'content-type': 'application/json'}})

.then(res => res.json());

}

}

export default ApiService;

Com isso, terminamos a construção da ApiService, atendo a todos os endpoints da nossa aplicação. Antes de prosseguirmos, deletaremos o código que estávamos utilizando para realizar testes em App.js.

ApiService.ListaLivros()

.then(res => console.log(res.data));

No próximo vídeo usaremos a ApiService que criamos para transformarmos as requisições em dados que podem ser exibidos na tela.

# Utilizando o serviço

No último vídeo implementamos um ApiService, um serviço que encapsula os métodos que fazem as nossas requisições, e agora vamos utilizá-lo. Em App.js, faremos a importação do ApiService e criaremos um constructor para essa classe, recebendo props como argumento. Passaremos esse argumento com o super() e moveremos o state criado anteriormente para dentro do construtor. Removeremos os autores codificados no array, mantendo apenas a chave vazia, já que receberemos esses autores de uma API.

constructor(props) {

super(props);

this.state = {

autores: [],

};

}

Para recuperarmos os autores, precisaremos conhecer um método do ciclo de vida do React chamado componentDidMount(). Esse método é executado logo após o render(), ou seja, ele é chamado depois que o componente é construído, faz uma requisição para a API e altera o estado do componente com os novos dados, chamando novamente o render() e redesenhando a tela.

Dentro desse método, faremos a nossa requisição, começando por ListaAutores(), que nos retornará uma Promise. Sendo assim, usaremos o then() para setarmos o estado com res => {this.setState()}, passando a chave autores recebendo dois spread operators, ...this.state.autores (para mantermos os autores que já estão nesse array) e ...res.data (para inserirmos os novos).

componentDidMount(){

ApiService.ListaAutores()

.then(res => {

this.setState({autores: [...this.state.autores, ...res.data]})

});

}

Salvando o código, nossa página passará a listar os autores recebidos da API. Agora vamos implementar a remoçãop de um autor. No método removeAutor(), estamos utilizando no filtro um index recebido a partir do map() de TableBody na nossa Tabela.js. Isso nos trará um problema, já que, na API, o primeiro ID (que é utilizado para encontrar o item no banco de dados) é 1, e a primeira posição de um array é 0. Sendo assim, não conseguiremos fazer a nossa lógica funcionar com o filtro criado atualmente.

Para corrigirmos isso, ao invés de utilizar o index, utilizaremos linha.id, passando-o para a chamada do método removeAutor().

const TableBody = props => {

const linhas = props.autores.map((linha) => {

return (

<tr key={linha.id}>

<td>{linha.nome}</td>

<td>{linha.livro}</td>

<td>{linha.preco}</td>

<td><button onClick = {() => {props.removeAutor(linha.id) }} className="waves-effect waves-light indigo lighten-2 btn">Remover</button></td>

</tr>

)

});

return(

<tbody>

{linhas}

</tbody>

);

}

Voltando ao App.js, receberemos como parâmetro de removeAutor() o id e o compararemos com o autor recebido no filtro. Por fim, após enviarmos a mensagem, faremos a requisição propriamente dita com ApiService.RemoveAutor() passando o id como argumento.

removeAutor = id =>{

const { autores } = this.state;

this.setState(

{

autores : autores.filter((autor) => {

return autor.id !== id;

}),

}

);

PopUp.exibeMensagem('error', "Autor removido com sucesso");

ApiService.RemoveAutor(id);

}

Assim, conseguiremos remover com sucesso os autores da lista. Ainda precisamos de uma lógica de criação de autor. Para isso, primeiro precisamos saber onde exatamente esse autor é criado, mudando o estado da aplicação, que é no ewscutadorDeSubmit(). Nesse método, chamaremos ApiService.CriaAutor(), passando como argumento um autor em string, o que conseguiremos com JSON.stringify(). Como nosso retorno será uma Promise, usaremos .then(res => res.data) para parsear os dados.

Em seguida, usaremos outro .then(), dessa vez colocando o autor dentro do nosso estado, uma lógica que já havíamos implementado antes nesse método.

escutadorDeSubmit = autor => {

ApiService.CriaAutor(JSON.stringify(autor))

.then(res => res.data)

.then(autor => {

this.setState({ autores:[...this.state.autores, autor]});

PopUp.exibeMensagem('success', "Autor adicionado com sucesso");

});

}

Com isso, conseguiremos adicionar novos autores na plataforma sem problemas. Ainda precisamos atualizar a nossa página de autores e de livros, já que ambas estão *hard coded* em nossa aplicação. Em Autores.js, removeremos o conteúdo do array autores e trocaremos a variável para nomes, mantendo o array vazio. No método render, alteraremos this.state.autores para this.state.nomes.

class Autores extends Component {

constructor(props) {

super(props);

this.state = {

nomes: [

],

titulo: 'Autores'

};

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Autores</h1>

<DataTable dados={this.state.nomes} titulo={this.state.titulo} colunas={['nome']}/>

</div>

</Fragment>

);

}

}

export default Autores;

Da mesma forma que na tabela principal da nossa aplicação, utilizaremos o componentDidMount() para fazermos uma requisição. Dentro dele, chamaremos ApiService.ListaNomes(), retornando uma Promise. A partir da resposta res, chamaremos this.setState(), passando um array com nomes: [...this.state.nomes, ...res.data].

componentDidMount(){

ApiService.ListaNomes()

.then(res => {

this.setState({nomes: [...this.state.nomes, ...res.data]})

});

}

Feito isso, nossa página de autores passará a listar os nomes cadastrados na API. Repetiremos esse processo para os livros, alterando as variáveis necessárias e utilizando o método ApiService.ListaLivros().

class Livros extends Component {

constructor(props) {

super(props);

this.state = {

livros: [],

titulo: 'Livros'

};

}

componentDidMount(){

ApiService.ListaLivros()

.then(res => {

this.setState({livros: [...this.state.livros, ...res.data]})

});

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Livros</h1>

<DataTable dados={this.state.livros} titulo={this.state.titulo} colunas={['livro']}/>

</div>

</Fragment>

);

}

}

export default Livros;

Com isso, a página de livros passará a listar os nomes recebidos, portanto conseguimos implementar a criação, remoção e exibição dos itens em nossa API.

# Para saber mais: Axios

# Axios

Uma outra forma de se realizar requisições assíncronas é utilizando o módulo Axios, que trabalha de forma diferente do fetch, que utilizamos no curso, veja abaixo:

Antes de tudo, podemos fazer a instalação do módulo direto no terminal, com a linha abaixo:

npm install axios

Agora podemos importar o módulo no projeto:

import axios from ‘axios’;

Feito isso, podemos utilizar o Axios para realizar as requisições!

# Get

axios.get(‘http://localhost:800/api/autor’)

.then(res => {

const autores = res.autores;

})

Repare que o Axios já nos devolve um objeto JSON, sem necessidade de realizarmos um parse!

# Post

Semelhante ao fetch, o método post recebe um JSON de dados

axios.post(‘http://localhost:800/api/autor’, { ... })

.then(res => {

const autores = res.autores;

})

# Delete

axios.delete(`http://localhost:8000/api/autor/${id}`)

.then(res => {

console.log(res);

})

}

Tanto o fetch quanto o Axios funcionam nos navegadores mais atuais, apesar de termos um problema de compatibilidade com o fetch em navegadores mais antigos.

Durante o curso, optamos pela utilização do **fetch** por já ser nativo do JavaScript.

Porém, cabe a você, desenvolvedor, escolher o que funciona melhor no seu caso!

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Crie seu arquivo **ApiService** e coloque o código:

const ApiService = {

ListaAutores : () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());

},

CriaAutor : autor => {

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

.then(res => res.json());;

},

ListaNomes: () =>{

return fetch('http://localhost:8000/api/autor/nome')

.then(res => res.json());;

},

ListaLivros: () => {

return fetch('http://localhost:8000/api/autor')

.then(res => res.json());;

},

RemoveAutor: id => {

return fetch(`http://localhost:8000/api/autor/${id}`, {method: 'DELETE', headers: { 'content-type' : 'application/json'},})

.then(res => res.json());;

}

}

export default ApiService;

2 - Importe a **ApiService** e modifique o componente **Autores** e **Livros** para realizar a requisição da **API**

# Autores

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable';

import ApiService from './ApiService';

import PopUp from './PopUp';

class Autores extends Component {

constructor(props) {

super(props);

this.state = {

nomes: [],

titulo: 'Autores'

};

}

componentDidMount(){

ApiService.ListaNomes()

.then(res => {

this.setState({nomes: [...this.state.nomes, ...res.data]});

PopUp.exibeMensagem('success', 'Autores Listados com sucesso');

});

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Autores</h1>

<DataTable dados={this.state.nomes} titulo={this.state.titulo} colunas={['nome']} />

</div>

</Fragment>

);

}

}

export default Autores;

# Livros

import React, { Component, Fragment } from 'react';

import Header from './Header';

import DataTable from './DataTable';

import ApiService from './ApiService';

import PopUp from './PopUp';

class Livros extends Component {

constructor(props) {

super(props);

this.state = {

livros: [],

titulo: 'Livros'

};

}

componentDidMount(){

ApiService.ListaLivros()

.then(res => {

this.setState({livros : [...this.state.livros, ...res.data]});

PopUp.exibeMensagem('success', 'Livros listados com sucesso');

});

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Livros</h1>

<DataTable dados={this.state.livros} titulo={this.state.titulo} colunas={['livro']} />

</div>

</Fragment>

);

}

}

export default Livros;

4 - Feito isso, importe **ApiService** e altere seu componente **App** para realizar as requisições.

import React, { Component, Fragment } from 'react';

import 'materialize-css/dist/css/materialize.min.css';

import './App.css';

import Header from './Header';

import Tabela from './Tabela';

import Form from './Formulario';

import PopUp from './PopUp';

import ApiService from './ApiService';

class App extends Component {

constructor(props) {

super(props);

this.state = {

autores: [],

};

}

removeAutor = id => {

const { autores } = this.state;

this.setState(

{

autores: autores.filter(autor => {

return autor.id !== id;

}),

}

);

PopUp.exibeMensagem("error", "Autor removido com sucesso");

ApiService.RemoveAutor(id);

}

escutadorDeSubmit = autor => {

ApiService.CriaAutor(JSON.stringify(autor))

.then(res => res.data)

.then(autor => {

this.setState({ autores:[...this.state.autores, autor]});

PopUp.exibeMensagem("success", "Autor adicionado com sucesso");

})

}

componentDidMount() {

ApiService.ListaAutores()

.then(res => {

this.setState({ autores: [...this.state.autores, ...res.data] })

})

}

render() {

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores={this.state.autores} removeAutor={this.removeAutor} />

<Form escutadorDeSubmit={this.escutadorDeSubmit} />

</div>

</Fragment>

);

}

}

export default App;

5 - Teste tudo no navegador!

# O que aprendemos?

Nesta aula, aprendemos:

* Acesso a uma **\*API** externa.
* Utilizar o fetch para requisições no React.
* Criar uma **ApiService**.
* Utilizar uma **ApiService**.

# Tratamento de erros

Já conseguimos implementar as funcionalidades que modificam os dados da nossa API, mas ainda temos alguns pontos a melhorar. Por exemplo, no método removeAutor(), estamos executando uma lógica para remover um item do state, exibindo a mensagem de que o autor foi removido com sucesso e só então fazendo uma requisição para a API. Porém, nada nos garante que essa requisição será bem sucedida. Sendo assim, precisamos garantir que essa mensagem só seja mostrada e o state só seja atualizado se essa requisição for concluída.

Primeiro, criaremos em ApiService.js um novo elemento chamado TrataErros. Ele receberá a resposta (res) e checará se o retorno de res.ok é false. Nesse caso, lançaremos um Error() passando res.responseText. Já se a requisição for um sucesso, retornaremos res.json().

TrataErros: res =>{

if(!res.ok){

throw Error(res.responseText);

}

return res.json();

}

A ideia é que o TrataErros() seja sempre o primeiro método a ser chamado dentre os nossos serviços. Como já estamos parseando a resposta para JSON ao final dele, removeremos esse processo dos outros métodos.

const ApiService = {

ListaAutores: () =>{

return fetch('http://localhost:8000/api/autor')

},

CriaAutor: autor =>{

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

},

ListaNomes: () =>{

return fetch('http://localhost:8000/api/autor/nome')

},

ListaLivros: () =>{

return fetch('http://localhost:8000/api/autor/livro')

},

RemoveAutor: id =>{

return fetch(`http://localhost:8000/api/autor/${id}`, {method: 'DELETE', headers: {'content-type': 'application/json'},})

},

TrataErros: res =>{

if(!res.ok){

throw Error(res.responseText);

}

return res.json();

}

}

export default ApiService;

Em App.js, reescreveremos o método removeAutor(). Começaremos criando um novo array chamado autoresAtualizado, que será o resultado do filtro. Sendo assim, ele receberá a chamada de autores.filter(), método para o qual passaremos um autor e no qual retornaremos o resultado da verificação autor.id !== id. Obtendo assim o array atualizado, não precisaremos mais do filtro, portanto removeremos o this.setState() por enquanto, ficando somente com a mensagem e a requisição para a API, que moveremos para cima.

removeAutor = id =>{

const { autores } = this.state;

const autoresAtualizado = autores.filter(autor =>{

return autor.id !== id

});

ApiService.RemoveAutor(id);

PopUp.exibeMensagem('error', "Autor removido com sucesso");

}

Abaixo dela, chamaremos o .then() e, recebendo a resposta res, executaremos ApiService.TrataErros() passando essa resposta como parâmetro. Em seguida, faremos outro .then, novamente recebendo res, e iniciaremos uma comparação. No caso, quando um elemento é deletado com sucesso da nossa API, temos como retorno uma mensagem "deleted". Sendo assim, verificaremos se res.message é igual a deleted. Em caso positivo, exibiremos a mensagem construída anteriormente e chamaremos this.setState() passando para autores o array ...autoresAtualizado. Do contrário, ou seja, se o método TrataErros() lançar uma exceção, utilizaremos o método catch() para recuperar esse erro (err) e, com uma arrow function, executaremos PopUp.exibeMensagem(), exibindo na tela o texto "Erro na comunicação com a API ao tentar remover o autor".

removeAutor = id =>{

const { autores } = this.state;

const autoresAtualizado = autores.filter(autor =>{

return autor.id !== id

});

ApiService.RemoveAutor(id)

.then(res => ApiService.TrataErros(res))

.then(res => {

if(res.message === 'deleted') {

this.setState({autores: [...autoresAtualizado]});

PopUp.exibeMensagem('error', "Autor removido com sucesso");

}

})

.catch(err => PopUp.exibeMensagem('error', "Erro na comunicação com a API ao tentar remover o autor"))

}

Ainda não conseguiremos testar, pois, ao removermos o res.json() da nossa ApiService, a aplicação toda parou de funcionar. Continuaremos trabalhando, agora corrigindo o escutadorDeSubmit(). Nele, depois da chamada de ApiService.CriaAutor(), incluiremos um .then() chamando ApiService.TrataErros(), passando a resposta res como argumento. Em seguida, resumiremos as duas últimas chamadas de .then() em uma única, passando res e executando this.setState().

escutadorDeSubmit = autor => {

ApiService.CriaAutor(JSON.stringify(autor))

.then(res => ApiService.TrataErros(res))

.then(res =>

this.setState({ autores:[...this.state.autores, autor]});

PopUp.exibeMensagem('success', "Autor adicionado com sucesso");

});

}

Quando adicionamos um elemento na API, ela nos retorna uma mensagem "success". Sendo assim, no segundo .then(), checaremos de res.message é igual a success. Em caso positivo, setaremos o estado da aplicação com um novo autor (res.data) e mostraremos a mensagem de sucesso an tela. Do contrário, usaremos o catch() para capturarmos a exceção err e enviaremos uma mensagem "Erro na comunicação com a API ao tentar criar o autor".

escutadorDeSubmit = autor => {

ApiService.CriaAutor(JSON.stringify(autor))

.then(res => ApiService.TrataErros(res))

.then(res => {

if(res.message === 'success'){

this.setState({ autores:[...this.state.autores, autor]});

PopUp.exibeMensagem('success', "Autor adicionado com sucesso");

}

})

.catch(err =>PopUp.exibeMensagem('error', "Erro na comunicação com a API ao tentar criar o autor"));

}

Para fazermos a listagem, precisaremos mexer no componentDidMount(), que é onde chamamos o método ListaAutores(). Aqui, também usaremos o .then(), pegaremos a resposta res e chamaremos ApiService.TrataErros() passando essa resposta como argumento. Quando listamos os autores, também recebemos uma mensagem de sucesso do banco de dados. Sendo assim, usaremos o operador if para verificar se res.message é igual a 'success'. Em caso positivo, setaremos o estado normalmente. Do contrário, recuperaremos o erro lançado e enviaremos uma mensagem ao usuário.

componentDidMount(){

ApiService.ListaAutores()

.then(res => ApiService.TrataErros(res))

.then(res => {

if(res.message === 'success'){

this.setState({autores: [...this.state.autores, ...res.data]})

}

})

.catch(err =>PopUp.exibeMensagem('error', "Erro na comunicação com a API ao tentar listar os autores"));

}

Terminadas essas alterações, nossa aplicação voltará a funcionar normalmente. Para testarmos, podemos trocar a URL da remoção de um autor em ApiService.js. Dessa forma, ao tentarmos remover um item, receberemos a mensagem "Erro na comunicação com a API ao tentar remover o autor" na tela, e nenhum autor será removido.

Ainda precisamos corrigir a listagem de autores e de livros, mas isso ficará como desafio para você! Mas não se preocupe, pois uma possível solução será apresentada no próximo vídeo.

# Solução para a página Livros e Autores

Nesse vídeo iremos resolver o desafio deixado anteriormente, que basicamente consistia em implementar o mesmo padrão de tratamento de erros para as páginas de autores e de livros. Em Autores.js, importaremos o PopUp, que usaremos para exibir a mensagem de erro. No método componentDidMount(), após a chamada de ListaNomes(), passaremos um .then() para executarmos ApiServices.TrataErros() recebendo uma res.

Depois, checaremos se res.message é igual a 'success', que também é a mensagem devolvida por esse endpoint. Em caso positivo, faremos o this.setState() preparado anteriormente e usaremos o PopUp.exibeMensagem() para enviar uma mensagem de sucesso ao usuário. Do contrário, usaremos o catch() para capturar o erro lançado e o PopUp.exibeMensagem() para mandarmos a mensagem "Falha na comunicação com a API ao listar os autores".

componentDidMount(){

ApiService.ListaNomes()

.then(res => ApiService.TrataErros(res))

.then(res => {

if(res.message === 'success'){

PopUp.exibeMensagem('error', 'Autores listados com sucesso')

this.setState({nomes: [...this.state.nomes, ...res.data]})

}

})

.catch(err => PopUp.exibeMensagem('error', 'Falha na comunicação com a API ao listar os autores'));

}

Feito isso, conseguiremos listar os autores corretamente na aplicação. Repetiremos esse processo para os livros:

componentDidMount(){

ApiService.ListaLivros()

.then(res => ApiService.TrataErros(res))

.then(res => {

if(res.message === 'success'){

PopUp.exibeMensagem('error', 'Livros listados com sucesso')

this.setState({livros: [...this.state.livros, ...res.data]})

}

})

.catch(err => PopUp.exibeMensagem('error', 'Falha na comunicação com a API ao listar os livros'));

}

Assim, a listagem de livros também passará a funcionar, e toda a nossa aplicação está funcionando como deveria. Perceba que o tratamento de erros foi incluído na própria ApiService. Dependendo do escopo do tratamento, vale a pena criar um serviço somente para isso. Porém, como estamos trabalhando em um escopo reduzido, optamos por esse caminho.

# Mãos na Massa

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Modifique sua **ApiService** criando o método **TrataErros** e utilize-o encandeando-o nos outros métodos.

const ApiService = {

ListaAutores : () =>{

return fetch('http://localhost:8000/api/autor')

.then(res => ApiService.TrataErros(res))

.then(res => res.json());

},

CriaAutor : autor => {

return fetch('http://localhost:8000/api/autor', {method: 'POST', headers: {'content-type': 'application/json'}, body: autor})

.then(res => ApiService.TrataErros(res))

.then(res => res.json());;

},

ListaNomes: () =>{

return fetch('http://localhost:8000/api/autor/nome')

.then(res => ApiService.TrataErros(res))

.then(res => res.json());;

},

ListaLivros: () => {

return fetch('http://localhost:8000/api/autor')

.then(res => ApiService.TrataErros(res))

.then(res => res.json());;

},

RemoveAutor: id => {

return fetch(`http://localhost:8000/api/autor/${id}`, {method: 'DELETE', headers: { 'content-type' : 'application/json'},})

.then(res => ApiService.TrataErros(res))

.then(res => res.json());;

},

TrataErros : res =>{

if(!res.ok){

throw Error(res.responseText);

}

return res;

}

}

export default ApiService;

2 - Feito isso, capture os erros nos pontos de utilização da **ApiService**

# Home.js

import React, { Component, Fragment } from 'react';

import 'materialize-css/dist/css/materialize.min.css';

import './Home.css';

import Header from '../../Components/Header/Header';

import Tabela from '../../Components/Tabela/Tabela';

import Form from '../../Components/Formulario/Formulario';

import PopUp from '../../utils/PopUp';

import ApiService from '../../utils/ApiService';

class Home extends Component {

constructor(props){

super(props);

this.state = {

autores: [],

};

}

removeAutor = id => {

const { autores } = this.state;

const autoresAtualizado = autores.filter(autor => {

return autor.id !== id;

});

ApiService.RemoveAutor(id)

.then(res =>{

if(res.message === 'deleted'){

this.setState({autores : [...autoresAtualizado]})

PopUp.exibeMensagem("error", "Autor removido com sucesso");

}

})

.catch(err => PopUp.exibeMensagem("error", "Erro na comunicação com a API ao tentar remover o autor"));

}

escutadorDeSubmit = autor => {

ApiService.CriaAutor(JSON.stringify(autor))

.then(res =>{

if(res.message === 'success'){

this.setState({ autores:[...this.state.autores, res.data] });

PopUp.exibeMensagem("success", "Autor adicionado com sucesso");

}

})

.catch(err => PopUp.exibeMensagem("error", "Erro na comunicação com a API ao tentar criar o autor"));

}

componentDidMount(){

ApiService.ListaAutores()

.then(res => {

if(res.message === 'success'){

this.setState({autores : [...this.state.autores, ...res.data]})

}

})

.catch(err => PopUp.exibeMensagem("error", "Erro na comunicação com a API ao tentar listar os autores"));

}

render() {

return (

<Fragment>

<Header />

<div className="container mb-10">

<h1>Casa do Código</h1>

<Tabela autores={this.state.autores} removeAutor={this.removeAutor} />

<Form escutadorDeSubmit={this.escutadorDeSubmit}/>

</div>

</Fragment>

);

}

}

export default Home;

# Livros.js

import React, { Component, Fragment } from 'react';

import Header from '../../Components/Header/Header';

import DataTable from '../../Components/DataTable/DataTable';

import ApiService from '../../utils/ApiService';

import PopUp from '../../utils/PopUp';

class Livros extends Component {

constructor(props) {

super(props);

this.state = {

livros: [],

titulo: 'Livros'

};

}

componentDidMount(){

ApiService.ListaLivros()

.then(res => {

if(res.message === 'success'){

PopUp.exibeMensagem('success', 'Livros listados com sucesso');

this.setState({livros : [...this.state.livros, ...res.data]});

}

})

.catch(err => PopUp.exibeMensagem('error', 'Falha na comunicação com a API ao listar os livros'));

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Livros</h1>

<DataTable dados={this.state.livros} titulo={this.state.titulo} colunas={['livro']} />

</div>

</Fragment>

);

}

}

export default Livros;

# Autores.js

import React, { Component, Fragment } from 'react';

import Header from '../../Components/Header/Header';

import DataTable from '../../Components/DataTable/DataTable';

import ApiService from '../../utils/ApiService';

import PopUp from '../../utils/PopUp';

class Autores extends Component {

constructor(props) {

super(props);

this.state = {

nomes: [],

titulo: 'Autores'

};

}

componentDidMount(){

ApiService.ListaNomes()

.then(res => {

if(res.message === 'success'){

PopUp.exibeMensagem('success', 'Autores Listados com sucesso');

this.setState({nomes: [...this.state.nomes, ...res.data]});

}

})

.catch(err => PopUp.exibeMensagem('error', 'Falha na comunicação com a API ao listar os autores'));

}

render() {

return (

<Fragment>

<Header />

<div className='container'>

<h1>Página de Autores</h1>

<DataTable dados={this.state.nomes} titulo={this.state.titulo} colunas={['nome']} />

</div>

</Fragment>

);

}

}

export default Autores;

3 - Teste tudo no seu navegador.

# O que aprendemos?

Nesta aula, aprendemos:

* Tratamento de erros.
* Exibir erros utilizando o PopUp.js.
* Solução para a página de Autores e Livros.

# Resumo do curso

No último vídeo terminamos de organizar o nosso projeto, e agora faremos um apanhado de tudo que fizemos ao longo desse treinamento. Começamos trabalhando com um FormValidator.js, que primeiramente travava o submit de informações. Depois, fizemos com que ele validasse se o campo "Nome" estava vazia ou não, utilizando o pacote validator do npm. No capítulo seguinte, generalizamos esse código, fazendo com que ele trabalhasse da mesma forma independentemente do campo ao qual fosse aplicado. Para isso, criamos um array de regras de validação que seria utilizado nesses campos, concentrando toda a lógica de validação em um único arquivo.

Preparada a validação, começamos a trabalhar com rotas em nosso index.js. A ideia era exibirmos um componente a depender da rota acessada pelo usuário, como /autores ou /livros. Para isso, utilizamos o react-router-dom, instalado como npm, e as tags <BrowserRouter>, <Switch> e <Route>. Assim, definimos as rotas / (a página inicial), /sobre, /livros e /autores, além de um componente NotFound que é devolvido quando a rota acessada pelo usuário não correspondente com nenhum conteúdo da aplicação, mantendo-o em nosso domínio.

Também alteramos o Header.js, utilizando uma tag <NavLink> do próprio react-router-dom linkar os elementos do cabeçalho. Porém, percebemos que seria necessário importar essa tag em vários pontos do código, poluindo-o com uma funcionalidade provinda de um pacote externo e cuja estabilidade não podemos garantir.

Pensando nisso, e seguindo boas práticas de programação, criaremos um *High Order Component* chamado LinkWrapper que envolve o <NavLink>, concentrando a sua utilização em um único arquivo e permitindo que acessássemos suas funcionalidades em outros pontos do código. Isso também nos trouxe a possibilidade de utilizar o activeStyle para deixarmos um link em negrito quando sua respectiva rota estivesse ativa.

Lançamos o desafio de fazer a tabela de Autores e de Livros, e imaginamos que a maioria tenha criado tabelas separados para cada um desses elementos. Já o nosso instrutor criou uma DataTable.js, uma tabela genérica que consegue trabalhar a partir dos dados que recebe.

Para enviarmos e recebermos dados de uma API, criamos uma ApiService.js contendo métodos para cada um dos endpoints da API disponibilizada para o treinamento. Aprendemos a fazer requisições corretamente, utilizando as Promises para não notificarmos o usuário caso a requisição não esteja completa. Também utilizamos a ApiService.js para fazermos o tratamento dos erros, capturando-os na chamada e exibindo uma mensagem ao usuário a partir do PopUp.js.

Ainda temos muito o que aprender no universo do React, e trataremos de alguns temas, como o Redux, no próximo treinamento.

# Faça o que eu fiz na aula

Chegou a hora de você pôr em prática o que foi visto na aula. Para isso, execute os passos listados abaixo.

1 - Crie suas pastas **Components**, **Pages** e **utils**

2 - Modifique o nome do seu **App.js** para **Home.js** e toda a declaração da sua classe.

3 - Na pasta **Components**, crie uma pasta para cada componente, coloque os respectivos arquivos e corrija as importações necessárias.

A estrutura é a seguinte

Componentes/

|

-- DataTable/

|

--DataTable.js

|

-- Formulario/

|

--Formulario.js

|

-- Header/

|

--Header.js

|

-- Tabela/

|

--Tabela.js

4 - Faça o mesmo processo anterior, mas agora para Pages. Lembre-se de corrigir as importações.

A estrutura é a seguinte

Pages/

|

-- Autores/

|

--Autores.js

|

-- Home/

|

--Home.js

|

-- Livros/

|

--Livros.js

|

-- NotFound/

|

--NotFound.js

|

-- Sobre/

|

--Sobre.js

5 - Faça o mesmo processo anterior para a pasta **utils**, lembre-se de corrigir as importações

utils/

|

-- ApiService.js

|

-- FormValidator.js

|

-- LinkWrapper.js

|

-- PopUp.js

6 - Veja se tudo continua funcionando!

# O que aprendemos?

Nesta aula, aprendemos:

* Organizar um projeto React.
* Separar os componentes por pastas
* Separar as utilidades
* Separar os Page Components

**Conclusão**

Chegamos ao fim da segunda parte do nosso curso de React. Esperamos que você tenha gostado e que consiga tirar proveito de todas as informações aprendidas ao longo desse treinamento, e que consiga, a partir de hoje, utilizar as ferramentas aprendidas no seu dia-a-dia. Se tiver dúvidas, procure nossos instrutores, monitores e outros alunos no fórum da Alura.

Bons estudos e até a próxima!